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Abstract

With the complexity of the different cities increasing globally, the need for them to fix
occurrences like incidents in public roadways or maintenance in city infrastructures also
increased, leading to a necessity for solutions that can manage the before-mentioned prob-
lems in a more autonomous and faster way. The problem with incidents is not only to locate
them but also to organize them and ensure that they follow a specific flow to achieve the
final result that can vary depending on what type of issue is considered. The focus of this
internship is to create a system to aid the process since an occurrence is registered until it is
resolved. The proposed solution must integrate the existing methods to make those reports
so that the already familiar applications used to obtain the information about the occur-
rences will not get obsolete when connected with the management system proposed. The
idea of using a workflow engine will help with the automation of these processes since some
office tasks that usually require human force can become autonomous activities. Despite
this attempt, it is impossible to make every task autonomous considering that physical
tasks will most of the time require a human factor. This internship will focus on making
and integrating three applications that plan to integrate autonomous tasks and the ones
that require the human workforce. One of these applications will be to register occurrences
that the citizens report in their street, another for the system admins to manage the oc-
currences and the workers, and the last one for the workers to claim the tasks that require
their assistance to be completed. The intention of integrating all of this with a workflow
engine is due to many of these processes being statics for each type of occurrence and will
increase the efficiency and effectiveness of their executions improving the citizens’ quality
of life.
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Chapter 1

Introduction

1.1 Context and Motivation

An occurrence can be any incident related to the city, which usually does not influence just
one individual [7]. Thus, an occurrence can be anything that happens in a community that
bothers the ordinary citizen such as potholes, necessary maintenance in public buildings,
or simpler things like full waste bins. Urban occurrences are a topic that concerns many
municipal employees and other entities that see their day to day affected and since a signif-
icant part of people is concentrated in urban areas, the subject is gaining more importance
because, in these areas, a single occurrence can disturb not only one but multiple people
increasing the level of importance of each occurrence.

Citizens usually report the occurrences in the cities to their local officials to see them fixed,
but sometimes this process can be very time demanding, and with the types of lives that
nowadays the families live, it becomes impossible for some people to report these issues.
Considering this, some city officials implemented methods to facilitate submitting these
problems by using other channels such as online pages or mobile applications. This example
of citizen engagement helps city officials keep track of the existing issues to improve these
situations.

Although an excellent step forward, these applications only solve part of a much bigger
problem. In many cases, this creates a bottleneck in another step of the process because
of poorly-designed methods to organize the information once it reaches the right entities
sometimes forcing someone to rewrite reports into a database or another repository where
the information will be later stored and transmitted to the entities and the workers that will
resolve these occurrences. In order to resolve this, protocols like the open311 and open511
by OpenPlans[113] propose standardized APIs to allow connecting these applications of
ticket submission directly to the city management database, standardizing the data through
open-source data models. These solutions were innovative and helped increase the number
of reported occurrences, but once more revealing other situations since many of the tasks
of these static processes were still processed manually. This internship plans to tackle these
tasks that can become autonomous, and help to automatically provide information to the
workers or entities that will fix the man-required jobs making the process of resolving the
occurrences more autonomous and efficient.
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1.2 Objectives

This internship’s objective is to create a platform where occurrences can be gathered and
managed according to specific workflows, which may depend on a number of factors such as
the type of occurrence, urgency and others. The platform will manage these occurrences
using an existing workflow engine. A Workflow Engine can automate defined processes
and follow their logic until the end of the process obtaining information and performing
actions each step of the way. This provides efficiency to the system since the processes to
fix the occurrences are often confusing and lengthy. Thus a workflow engine will automate
the flow in the way that every step of the process is described in it and there is a coherent
direction from one step to another, making the processes more autonomous.

The platform must communicate with the people responsible to verify the occurrences and
manage their logistic via a user interface to inform what is being done and show information
about the occurrences and the workers that are responsible for each of the occurrences.
Some standards will be implemented, in specific the open311 to allow communication
with other applications such as Ubiwhere’s Urban platform, and others already in use
by municipalities where the solution could be applied. The system will consist of an
application to communicate with users for them to report the occurrences, a backend
application that with the assistance of an existing workflow engine will automate the
processes of resolving the multiple types of occurrences that will be described by the system
admin and integrated into the workflow engine, a worker application will be developed for
them to claim and mark as completed the tasks that they will resolve. This internship was
followed by Ubiwhere, a software company based in Aveiro with offices in Coimbra and São
João da Madeira, Aveiro. The company specializes in research and innovation in Smart
Cities, IoT, and the Internet of the Future

1.3 Document Struture

This thesis is organized into nine chapters. The introduction, chapter 1, is where context
is given for the problem in hand and the value of this thesis and its proposed solution are
explained.

State of the art, chapter 2, the existing literature is stated and tools that served as inspira-
tion for the project. The literature and tools explored gave some knowledge of what exists
in the market to solve the problem.

The chapter named Planning and Methodologies, chapter 3, is where the plan of activities
is made for the duration of the internship and the tools that the intern used.

The chapter of requirements, chapter 4, is where the gathered requirements are explained
using user stories. This chapter is also where the non-functional requirements are exposed.

The chapter of Architecture and Technologies, chapter 5, is where the architecture of the
system that was built is defined as well as the technologies that were used to accomplish
the final system.

The chapter of Development, chapter 6, is where the development of the proposed sys-
tem is described and the decisions made to obtain the final product. The development
environment is also here described, showing how the system operates all together.

The chapter of Testing, chapter 7, The validation of the system is present and is showed
how the validation process was made.

2
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The chapter of Final Product, chapter 8, provides an overview of the system as a whole
and of its main functionalities

The last chapter, chapter 9, is where a conclusion about the work is made and a scope is
given about the Future work that is possible from the created system.

3
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Chapter 2

State of the Art

This chapter results from research done to better understand what was done until this
moment in the topics relevant to this work. It starts by introducing smart cities and
analyzing what this term means and how it can be perceived in the community giving a
context of where our approach would fit. After this, different solutions that address the
problem of occurrence management in cities are presented and discussed. The reason to
mention these specific cases is that they already explore some solutions that are similar to
the goal of this project, making them good examples of what will be made and how the
concept could be implemented.

Different standards to represent occurrences have been studied as well as their potential
value offered to the platform in the communication with the existing applications allowing
the collection of data from different points and sources.

In the section on workflow engines, various products, and their different approaches and
features are presented, discussed, and evaluated to make the better choice possible for the
problem stated. In the last section, a summary will be made of all the referred topics, and
a conclusion will also be drawn about the referred workflow engines leading to a decision
to what tool will be used.

2.1 Smart Cities

The concept of Smart Cities is not trivial to define because there is more than one approach
to this concept. One definition is that a "Smart city is a high-tech intensive and advanced
city that connects people, information and city elements using new technologies to create
a sustainable, greener city, competitive and innovative commerce, and an increased life
quality" [48]. Another definition of a smart city is that it is a city that monitors and
integrates pieces of information of all of its critical infrastructures can better optimize its
resources, plan its preventive maintenance activities, and monitor security aspects while
maximizing its citizens’ services[49]. Although it is a broad concept and plenty of definitions
exist [47], the common element between these definitions and many others is that it implies
the "use of information" [1].

With the passing years, this concept transformed itself to mean “any form of technology-
based innovation in the planning, development, and operation of cities”[1]. The need
for technology does not imply that every technology used in the smart cities approaches
should be state of the art since the concept mentioned here does not expect it. Some new

5
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technologies are not so reliable as technologies that have been around for some years and
have some base users working with them. No matter what kind of technology is used, the
common objective in every methodology of smart cities is “to improve the quality of city
services and the lives of its citizens”[5].

With the growth of smart cities initiatives globally, large amounts of data need to be
analyzed and “processed in a meaningful way according to the given requirement” [4] to
extract meaningful information. With this information about the current condition of
certain parts of the cities like traffic or other infrastructures, it can be possible to predict
the need for repairs and maintenance, improving public authorities’ effectiveness. [6]

Responding and resolving occurrences that occur in cities is essential. For this, the smart
cities initiatives usually implement applications to facilitate the send of reports. Citizen
engagement is a form of interaction between citizens and their governments [77]. The way
that the reports are collected can be viewed as a form of citizen engagement where the
citizens are incentivized to engage to have their needs fulfilled.

“Cities should be based on a network of multiple systems, all of them being closely con-
nected with citizens’ needs”[6]. For this reason, there must be systems in place that allow
ordinary citizens to speak up more easily about their day to day problems that many
times pass as unknown for cities management mechanisms. In some countries, like Portu-
gal, there “are projects to start managing occurrences between the police, firemen and civil
protection”[7], which shows a growing concern in this subject by smart cities initiatives.
Since these systems are usually part of Smart Cities initiatives with larger scopes, it is
relevant to study these initiatives in the context of this project.

2.1.1 Smart Cities Solutions

Smart cities initiatives are expanding and helping city officials to improve the quality of
life of their citizens. Some examples of this are Barcelona and Lisbon and so many others
that become examples of future cities. Many smart cities solutions integrate some form of
occurrence management , since the problem is applicable to all of the world’s cities. The
initiatives mentioned here are good examples of where the proposed solution could fit in.

2.1.1.1 Barcelona Smart City

Barcelona’s urban transformation dates back to the 1980s. A significant change occurred
in these years that took the city from an economic crisis to become a leading metropolis
[50]. The main aspects of Barcelona’s smart city strategy are six: Smart Districts, Living
Labs Initiatives, Infrastructures, and New Services for the Citizen, Management of Smart
city initiative, and Open Data.

Barcelona transformed itself from an industrial area to the house of new innovative compa-
nies. [51] In this process, the city came up with a concept of smart cities itself that was "a
self-sufficient city of productive neighborhoods at human speed, inside a hyper-connected
zero-emissions metropolitan area" [52]. Barcelona chose to use new technologies and in-
frastructures to improve economic growth and increase its citizens’ quality of life. To make
this change, Barcelona relied on partnerships with some businesses and universities, which
were proved highly effective.[52] In this case, the cooperation with other cities in Spain
and the European Union support was essential in collaboration and funding.

Software such as the City OS, which consists in a decoupling layer between data sources and
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smart cities solutions [53], emerged in Barcelona,. Smart Citizen is an open data platform
that aims to generate participatory processes in the city.[53] A project called the Urban
Mobility Plan is set to ensure “safe, sustainable, equitable, and efficient mobility”[54].

Barcelona’s Dab Labs are classrooms where citizens can learn about the technologies that
are being developed. These labs allow citizens to access the information and the necessary
tools to innovate technologically and enable their engagement in the smart city projects
present in the city [54].

Fed by IoT devices, other initiatives were also created benefiting from the real-time informa-
tion generated by them. An example of this is the parking spaces. Barcelona implemented
a system where sensors were placed underneath the asphalt to identify the free spots. The
program reduced emissions and congestion by directing drivers to available parking spaces.
This measure, complemented by an application called L’apparkB[116], allowed that 4000
permits for parking were issued per day.

2.1.1.2 Lisbon

Another example of a smart city initiative is Lisbon’s project “Lisboa inteligente” that is
composed of multiple scopes.

In the year 2020, Lisbon became the European Green Capital Award 2020 [12] and was
considered a reference to other cities in the European Union[14] to demonstrate that a
smart city can also be low tech[15]. To continue their work and keep improving the city’s
quality of life, a project called "Lisboa inteligente" emerged. This project joined the
different ways of enhancing this city by digitizing it and making it easier for citizens to
access what is happening in real-time.

Figure 2.1: Lisboa Inteligente project home page

This initiative had the objective of improving the city in six ways: Environment and
Energy, Citizen, Economics, governance, mobility, and way of life [10]. As demonstrated
on their website[43], the initiatives presented tend to be technology and human-focused
because one of their main objectives is, as mentioned before, improving the quality of life
of their citizens.

Lisbon implemented an urban data platform to deal with the aspects of urban governance.
[16] This project is connected with IoT devices to collect data and has developed the
Smart Management Platform of Lisbon to integrate it[16]. This project is the result of
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the partnership that the city has developed with NEC [17]. This project uses FIWARE
open source building blocks and other data available through open standards. [16] To
report occurrences, the city came up with an application called NaMinhaRuaLx that will
be discussed further ahead.

2.1.1.3 Singapore

The southeast Asia city-state is the world’s second-most densely populated in the world.[91]
To maintain and evolve this very populated city a smart initiative was developed. This ini-
tiative is divided, like the ones previously mentioned, into six domains: Strategic Nacional
Projects, Urban Living, Transport, Health, Digital Government Services, and Startups
and Business. Each of these domains has a specific focus and object. To assist these
projects, several applications were developed to provide more contact and interaction with
the population.

Figure 2.2: Smart cities Initiatives in Singapore

This evolution has plenty of benefits for enterprises as well as for the common citizens, these
benefits are specified in the website of the Singapore Nation Initiative [92] and specified in
the following image.
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Figure 2.3: Benefits for citizens and businesses in the Singapore Smart Nation Project

This transformation is not complete and Singapore has more ideas and solutions to achieve
its objectives and transform the city in order to make it smarter. Since the majority of
the population lives in public housing, government agencies are working with private firms
to test smart home technologies, such as home energy and water management systems
and monitoring systems for the elderly.[91] By 2022, the government plans to implement
intelligent, energy-efficient lighting for all public roads, and have solar panels installed on
rooftops of 6,000 buildings.

2.1.1.4 Amsterdam

Amsterdam is thought to be a world leader in smart city development [107]. This project
came to action in 2008 and has grown to be one of the largest in Europe and it became
2016 the European Capital of Innovation by the European Commission. Amsterdam smart
city project has an online platform that consists of a partnership of twelve public, private,
and universities partners that acts as a forum to share and communicate ideas where
later the idea can match up with some project initiator which can be companies, start-
ups, government agencies, universities, research institutions or private citizens. [107] This
makes it possible to verify some ideas and convert them into real-life projects. The project
is divided into six different categories: Infrastructure and Technology, Energy, Water &
Waste, Mobility, Circular City, Governance & Education, and Citizens& Living each one
of them with different projects with more than 4000 active members and 240 in various
stages of development.

One of these projects is meant to register and sort occurrences. The system used to be
a collection of drop-down menus where the user registered the category where occurrence
belonged to [108]. Although a clever solution that allowed for more occurrences to be
registered it did not resolve the problem due to the municipality being a complex organi-
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zation, many times the occurrence would be wrongly categorized. To resolve this situation
a software that automatically sorts the occurrences by keywords was developed to prevent
that the situation would repeat which decreased the time to process an occurrence due to
being sorted correctly at the first attempt [108].

Figure 2.4: Main page of Application to register occurrences in Amsterdam

Also thanks to the system that detects which occurrence category the reported incident
belongs to, the process of registering an occurrence also became easier without dashboards
to identify the type and category which provides a better end user experience to the citizens.

2.1.1.5 City of Bloomington, Indiana

Although Bloomington is not seen as a one of the leading smart cities in the world, it has
some interesting programs and also produces data that can be used as data sources for
other projects. This city implements the standard open311 to various situations in specific
using the project uReport to report occurrences that occur in the city.

Many of the data produced by the city programs is available to the public in the form of
open data [109]. This is not only good for citizens once it is provided information on what
the city is doing and how it is doing it, but as well as other entities that require data to test
and verify their applications. This makes Bloomington a small smart city that produces
data and uses some standards and applications to simplify their processes and in that way
also simplify the life of their citizens.
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Figure 2.5: Bloomington city services web page

Figure 2.6: Bloomington datasets webpage

As seen in the image above, image 2.6, the produced data is categorized in topics to make
it easier to search for the intended dataset. Once a topic is open, the website shows how
many datasets are available in it and allows users to download the information.
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2.1.1.6 InterScity

InterSCity is a collaborative research project hosted by the National Science and Technol-
ogy Institute (INCT) of the Future Internet for Smart Cities. This project is composed of
9 Brazilian institutions as well as other international partners. InterScity project plans to
develop an integrated open-source platform that contains the primary building blocks for
future smart cities. [18].

One of the developments in this project was creating an app using machine learning and
HPC (High-Performance Computing) techniques to predict the times of bus arrivals in over
20,000 bus stops in São Paulo, Brazil. The same technology was extended as a Real-Time
Bus Dashboard system to manage the 15,000 bus fleet. [19]

Like the Lisbon project, InterScity also uses IoT devices for obtaining data in the cities
where it is allocated [21]. To establish the link between the IoT devices and smart city
applications, a platform, The InterScity platform, relies on APIs to provide the information
necessary.[22] This project aims to provide a series of open-source final products [20] to be
a basis for other projects that focus on smart cities or the Future Internet and datasets to
test and serve as experimentation for other implementation of smart cities solutions.

Figure 2.7: demonstration of InterSCity Platform. Bus Application and Dashboard

2.2 Open Standards

As can be seen by the number of solutions that have been explored in this State of the
Art, many systems are trying to solve the problem of resolving occurrences. This means
that it is very important to have different systems and applications communicating in a
standardized way. To make it easier to integrate and centralize information regarding
occurrences, some standards like Open311 and Open511[113] were developed.

A standard is a repeatable, harmonized, agreed, and documented way of doing something
[76]. Standards are necessary when discussing the integration of an application that gathers
information from multiple data sources. To perform this communication, the software
must communicate via the same standard to understand the messages traded between
them. Some standards are already established to share occurrences, such as Open311,
Open511, and FIWARE. These standards standardize communication channels via their
APIs, including ways to standardize how the information is stored.
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2.2.1 Open311 and Open511

Open311 standardizes the way that occurrences get to city officials. Applications can com-
municate to APIs implementing this protocol once the requirements are fulfilled [30][31][32].
Thanks to standardizing the communication between channels, the cost of future integra-
tion can be minimized. It can also allow third-party applications to send information to
one system that centralizes all the requests.

Open311 works with a client and server model available through HTTP(S) requests [29],
where the server is connected to a database to centralize such requests. The big picture
idea is not just to be able to report incidents but also do a series of county tasks like
paying some bills and renew parking licenses [34][35][36]. The information obtained by
this method is sometimes used to create some datasets to study specific topics about city
management systems[33] or to generate useful data to determine what are the weak and
robust features of the city workforce.

The same way of thinking also led to the creation of Open 511, which applies the same
concept more specifically to road issues. The standard can inform and collect several pieces
of information and integrate third party applications like Waze, an Global Positioning
System (GPS) mobile application that allows for its users to report road occurrences[82],
to ensure the last to date information.

Figure 2.8: Open511 Standard applied in Lousiana city

As demonstrated in figure 5, this standard can help collect the information that should
be of public knowledge and centralize it . The core components of the Open511 are the
existence of a single format that allows for multiple applications to send data into it as
long as it fulfills its requirements such as API to communicate to the exterior, and a web
app or mobile application to show and receive the events [37]. The application or web app
can be anything that can send information, including social media applications or others
used to guide our way like Waze and google maps that many times people already pinpoint
those problems.
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2.2.2 FIWARE

FIWARE is a European project that evolves multiple ideas and concepts that aim to
improve the quality of life of citizens in the scope of smart cities. Part of these ideas
and concepts are the standards and APIs to allow integration with several applications.
The Next Generation Service Interface (NGSI) data format is used to transform data from
running platforms and transform it into readable data to others applications.

Data Models play a crucial role once they define the harmonized representation formats
and semantics used by applications both to consume and to publish data. [78] The data
models present in NGSI to represent civic issues were designed to enable trivial inter-
operability with Open311 and include more information in each object. The FIWARE
NGSI civic issue tracking data model defines two entity types: Open311:ServiceType and
Open311:ServiceRequest. The Open311:ServiceType is a type of service a citizen can
request. This request encompasses data from the Open311 GET Service List and Get Ser-
vice Definition. The Open311:ServiceRequest specifies a service request for a service type
made by a citizen [79]. The way the data models are defined is described in the requests
documentation[80][81].

Since this standard is really the unique solution of a standardized data model to repre-
sent occurrences, this is the standard that will be used in this thesis project to represent
such occurrences as well as to be able to integrate the created system with other existing
applications.

2.3 Occurrence Management

In order to respond to the growth of the number of occurrences and the number of people
that report them, it was necessary to implement tools that could facilitate the process such
for city employees as for the citizens. For that, cities implemented solutions as the ones
that are going to be mentioned to facilitate the process for both parties.

2.3.1 Current Solutions

Some applications are already in use to complement old methods like going physically to
city hall, provided by city counties. For example, the city of Lisbon already has a platform
that allows to manage the state of occurrences and provides information about it, which
also provides for "citizens to enjoy more and better information about the city" [8] from
trustworthy sources. Like Lisbon, other cities in Portugal and abroad have software that
allows citizens to communicate some occurrences and check the status of them. Examples
of this are the applications that are going to be talked about next: FixMyStreet and
SIGOc.

2.3.1.1 NaMinhaRuaLX

The first solution presented is the one implemented in Lisbon. This solution is available
in the APP STORE and GOOGLE PLAY. It allows citizens to inform the city officials
information about incidents that they spot at any time of the day.

The application in question resides in the field of smart governance of the Lisbon iniciative,
with the objective of this app being to “centralize all requests in one single portal”[11].
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NaMinhaRuaLX is a product that is being implemented in Lisbon to help the process of
reporting occurrences from concerned citizens. This application allows citizens to “report
incidents, which need to be solved, related to green spaces, public illumination, mobil-
ity, underground works, and others” [9]. All of these problems can be reported in the
application, and then it will arrive at city officials that will define priority to the requests.

Figure 2.9: Submission report exemple NaMinhaRuaLX

Even though the types of occurrence are static, and the user cannot go beyond that, the se-
lection of circumstances is extensive, covering almost all the situations. After categorizing,
the person who registers the occurrence must indicate where it is located by choosing the
desired location on a map or giving the name of the street, describing it by text, and adding
photographs. At the end of this process, the reported event is categorized as “Registered to
resolution,” where it will be analyzed. The possibility of searching for occurrences allows
to search for area and type of incidents, as shown below.

Figure 2.10: Occurrence Search NaMinhaRuaLX

This application makes use of API management from Azure services that allows external
communications with the application [23]. Since the implementation of this application,
citizens’ number of incidents has increased, as reported in Lisbon county’s official report.
[12]
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2.3.1.2 FixMyStreet

Another application with some relevance is FixMyStreet. FixMyStreet is a platform where
cities can quickly launch a website that helps their citizens to report street problems.[24]

This Open-source platform was implemented in all of the United Kingdom by mySociety,
a registered charity in England and Wales. The application’s goal is to report the issues
that occur in the streets, in this case, in the country. The application allows users to follow
a reported occurrence from other users in an attempt to try to minimize the number of
repeated reports. Between 2007 and 2017, more than 1.1 million reports were submitted in
the FixMyStreet platform to local authorities [27]. About half of these reports are minor
incidents like potholes and some environmental health issues like rubbish on the streets
and dog fouling[27].

Figure 2.11: Reports on the FixMyStreet application, Manchester

The front-end application has a lot in common with the NaMinhaRuaLX application as
the process of reporting an occurrence is almost the same. The rest of the application
differs from the previous solution because FixMyStreet is an open-source platform that
any person with the necessary knowledge of the technologies can use and create their own
solution to fix their street. This implementation is explained on their website [25] and has
a guide [26] to assist in more detail with this process.

With this application’s main objective being to encourage citizens to report issues in their
streets and neighborhood, the application must be directly connected to the platforms
already in use by cities to have a smooth integration with the citizens. In the early days of
FixMyStreet (FMS), this platform used an email-based approach as the standard way to
redirect the incidents reported [28]. Still, with the passing years, they started to encourage
city councils to implement an open311 endpoint by explaining its benefits to their services.

2.3.1.3 SIGOc

Another platform made for a smaller sample of users, a university campus, was SIGOc.
This application allows for the Federal University of Rio Grande do Norte (UFRN) staff to
register occurrences on the campus. The UFRN has 123 hectares, nearly 50,000 students,
and around 5,000 professors and technical staff [56].

The SIGOc is an application that aims to improve public safety on the UFRN campus. The
SIGOc is composed of three main parts: Campus Seguro, Vigilante UFRN, and Campus
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Seguro Dashboard. The first part, Campus Seguro, is an application made for registering
occurrences by staff and students. The second part, Vigilante UFRN, is another mobile
application, but this one is aimed at the patrolling guards from campus. The last one is a
web interface that manages the occurrences and guards and creates report documents.

These three applications do not communicate between them but through an API that
standardizes requests. The architecture of the systems looks something like the image
below.

Figure 2.12: SIGOc Simplified Architecture

As seen in the image, the API receives and sends requests from applications to communicate
between them. The application Campus Seguro resolves a communication problem by
allowing that the reports are sent in a much faster way to the authorities and receive more
pertinent information from the reports. This type of information would be lost or poorly
understood by the supervisors when provided by a phone call.

The Dashboard application can be used to create more occurrences and assign teams to
handle them. More actions that can be made using this application are tracking the
position of security guards, viewing reports with different colors depending on their type,
and heatmaps representing the density of occurrences in certain areas.

The last application, Vigilante UFRN, was made to support the patrol guards and their
operations, making handling occurrences easier and faster. These applications made the
use of radio communication not required except for cases of extreme necessity. Once the
occurrence is registered, a notification appears in the guard’s Vigilante application and
then is provided with the necessary information regarding the event. These changes made
a difference in how the occurrences were resolved, but new requirements were added with
the passing time.

In the new version of the SIGOc, the system should show the gathered information from
two IoT devices in the dashboard to improve supervisors’ ability to understand emergencies
and conditions such as fire events. One of those devices can collect means of cameras and
sensors, the number of students in a classroom, its temperature, humidity, and motion.
The other device was designed to measure the classroom’s electricity consumption. To do
it, the SIGOc uses services from the FIWARE European platform: Orion Context Broker
and Cygnus.
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2.3.2 Conclusion

These existing systems are examples of what is planned to do, although not meeting all
of the planned features or integration with tools that could automate some static tasks.
The one that comes near the proposed solution in terms of functionalities is the SIGOc
application. Although it comes near, the project’s scope is somewhat different since the
application is only used on a college campus, restraining its size and requirements. The
other applications, NaMinhaRuaLX and the FixMyStreet, are good examples of what a
possible solution for a citizen application would be expected to do. The existence of many
applications like these to report occurrences makes the need to create another application
for citizens to report occurrences less relevant than creating an application for workers to
interact with the occurrences or manage the upcoming requests since the protocols used
to describe the requests can be implemented into the application to handle them proposed
in this internship.

The SIGOc and the FixMyStreet projects provided more information about their operation
since one was the target of a paper and the other was an Open-Source application so it
was possible to gather more information. The NaMinhaRuaLX application did not have
so much information available since it is an application used by the city of Lisbon and
information such as standards used can be considered sensitive information. All of these
applications are custom made for the solution that is going to be presented and so the
way that the occurrences are managed can vary such as the way that the occurrences are
described or the way that they are handled. Ubiwhere intends to build an application that
can be applied in multiple counties customizing the applications to be created.

2.4 Workflow Engines

A workflow is a predefined set of steps to resolve a problem or complete a task, and unlike
a process, the final goal is the delivery of a product or service. Workflows are an important
concept for this project since they can be applied to determine a set of steps to apply
in resolving an occurrence. An example of this would be the process of onboarding in a
company where the company has several predefined steps to complete the process.

There are three categories: Sequential Workflow, Rules-driven workflows, and state ma-
chine workflows [38]. Each of these categories has some characteristics that make them
different, including how the workflows are designed or how the task passes to another.

In Sequential workflow, the possibility is always to move forward and, like a flowchart,
moves step-by-step having the forward step to depend on the previous one. This kind of
workflow is useful for situations like production lines and other situations where the same
sequence is always required. The Rules-driven workflow is based on the Sequential one
with the addition of rules that make the final result vary according to the user’s choices
along the way. Unlike the previous methods, the state machine workflow thinks about the
current state it is in and does not have any problem with going back if necessary, with the
restriction of at any given time the only fulfills one state. An example of a state machine
workflow can work is presented in the next image.

In the Figure above, the initial state, WaitingForOrderState, is changed when something
triggers it. When triggered, a change of state occurs to the state OrderOpenState, which
changes when triggered by another event. The state OrderProcessedState has possible
events, the OnOrderUpdated and the OnOrderShipper. If the OnOrderUpdated occurs,
a cycle will exist in the system that is interrupted by an OnOrderShipped event that
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Figure 2.13: State Machine Workflow Example

concludes the process.

Workflow engines are tools designed to manage and monitor the state of activities in a
certain workflow. The concept of a workflow engine consists of 6 logical components. [39]

Figure 2.14: Components of a Workflow Engine

The central part of these engines is the scheduler, where the heavy work is done. This
scheduler can be triggered by an event (API, timer, sensors, and others) and obtains
the necessary data in the metadata storage where such information is stored. After this,
the scheduler will order the executors to start the defined tasks. Whenever different tasks
need context from each other, they will use the shared context to communicate. The Flows
definition repository is the place where the definition of the workflow is stored. There are
many ways to define workflows and each engine as its own.

Some of the engines use programming languages [44], others use languages that are used
to describe business processes like Unified Modeling Language (UML), Business Process
Model and Notation (BPMN), and Business Process Execution Language (BPEL)[45][46],
and others have Extensible Markup Language (XML), Yet Another Markup Language
(YAML) or JavaScript Object Notation (JSON) files [42] that describe the flow of the
process.
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2.4.1 Existing Market and Solutions

Ubiwhere imposed a restriction that dictates that the chosen technology must be open-
source. With this restriction set, was taken into consideration a list of open-source workflow
engines [40] to select the technology. Despite this restriction, some technologies used for
the same purpose as the one proposed were explored [70] to see what features could be
beneficial. Only one non-open source solution was explored since it was not possible to
find relevant information about other products, due to the fact that they were too costly
and did not have sufficient information available. The descriptions given for the products
that will be approached were collected from surveys or official websites/ documentation of
such products.

2.4.1.1 Airflow

Apache Airflow[58], is a platform that allows programmatically author, schedule, and moni-
tor workflows. The workflows in this platform are described through code, using the Python
language. The Airflow team claims that this makes the workflows more maintainable, ver-
sionable, testable, and collaborative. The principles of this tool are Dynamic, Extensible,
Elegant, and Scalable.[57]

This Open-source tool has some features available like a User Interface (UI) that where
users can monitor, schedule, and manage the created workflows, integration with other
third-party services, like Microsoft Azure and Google Cloud Platform, to execute the re-
quired tasks. [58] Although this feature is not yet stable, Airflow exposes a REST API
that allows it to make several actions like return lists of directed acyclic graphs (DAGs)
Runs for specific DAG IDs and others represented in their website. [59]

The ecosystem of the application is one of the significant advantages of the engine. This
ecosystem comprises tools that can integrate into airflow [60], learning resources, and
already implemented services that use airflow like Google Cloud Composer.

2.4.1.2 jBPM

Another workflow engine, but this one using java, which is worth mentioning, is jBPM[46].
jBPM is a very flexible workflow management system. This workflow can be used as
a standalone service or inside a custom service. It allows modeling business goals by
describing the steps necessary to achieve a goal using a flow chart. The core of jBPM is
written in java and enables users to execute processes using Business Process Model and
Notation (BPMN) 2.0 specification.

jBPM can interact with other applications[61], which represents great value for this ap-
plication. This integration can be made through an API that can connect directly to the
engine. This API can load processes and execute them.

The web-based tools allow modeling, simulation, and deployment of the process and related
artifacts such as data models, form, and rules. A web-based management console allows
users to manage their runtime, manage task lists, perform Business Activity Monitoring,
and check reports. If the IDE Eclipse is used, an extension can also allow the creation of
business processes using a drag-and-drop mechanism and test and debug cycles.[62]
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2.4.1.3 Kogito

Kogito[86] is a cloud-native application that relies on jBPMN. This application, like jBPM,
belongs to the KIE group, group behind business automation projects. Kogito is designed
to run and scale in cloud infrastructure, and it can be used with other cloud-based tech-
nologies such as Quarkus[83], Knative[84], and Kafka[85].

Like jBPM, Kogito can also communicate using APIs using domain-specific JSON data.
The workflows can be edited using, for example, the Kogito Bundle VSCode extension. This
extension allows users to edit the BPMN 2.0 processes and Decision Model and Notation
(DMN) decision models in the IDE.

To deploy this service into the cloud, exists the Kogito Operator. This service is based
on the Operator SDK and automates many deployment steps for the user. When given a
link to a git repository with the desired application, this Operator can build the project
and deploy the services that result from them. In line with this, Kogito also offers a
command-line interface (CLI) to simplify some deployment tasks.

Kogito has two primary frameworks: Quarkus and Spring Boot. Quarkus is a Kubernetes-
native Java framework. This framework optimizes Java specifically for Kubernetes by
reducing the size of both the Java application and container image footprint, eliminating
some of the Java programming workloads from previous generations, and reducing the
amount of memory required to run those images. Spring boot is a java-based framework to
build standalone Web Applications. This framework enables developers to develop appli-
cations with minimal configurations and without an entire Spring configuration setup.[63]

2.4.1.4 Camunda

Camunda[87] is a Java-based framework workflow engine that can be integrated with the
spring framework. This framework uses BPMN 2.0 to automate processes and workflows.[64]
The multiple Symbols and Events are configured using Java code or Javascript and XML
notation to achieve this. Camunda also implements other standards like Case Management
Model and Notation (CMMN) and Decision Model and Notation (DMN)[65]. These stan-
dards complement the use of BPMN 2.0. The BPMN is suitable to model well-structured
and highly predictable work. Simultaneously, CMMN is better suited when talking of less
predictable outcomes that require the active involvement of knowledge workers making
decisions and planning during run-time[66]. At the same time, DMN helps to decouple
business rules from both languages[67]. The next image, Figure 2.15, shows the essential
components of the workflow engine.
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Figure 2.15: Camunda Workflow engine and Integration Representation

As seen, Camunda can communicate to custom applications through the REST API, which
can contribute to integrate different applications to communicate with the End User. Other
components described in the figure are systems to the user such as the Modeler where it
is possible to describe the BPMN models. The Tasklist, the Cockpit and the Admin are
components of the workflow engine that provide important features that can be accessible
through the REST API or accessing the workflow engine Admin application though the
web browser.

2.4.1.5 Activiti

Activiti [88] is an open-source light-weight workflow and Business Process Management
(BPM) that runs on Java. This workflow can run in any Java application on a server, on a
cluster, or in the cloud. To model the workflows, it uses BPMN 2.0, and it supports external
tools like Drools rule engine. When talking about programming languages, Activiti, as does
Camunda, supports Javascript and Java. In terms of communicating with other systems, a
REST API can be used. Despite this, the lack of monitoring capabilities in the community
edition can be considered a down point for the work in question.

This workflow has a set of services that deal with the multiple processes available. These
Services are RepositoryService, RuntimeService, TaskService, FormService, IdentitySer-
vice, HistoryService, ManagementService, DynamicBpmnService. The RepositoryService
helps manipulate the deployment of the process definitions and their static data. The
RuntimeService manages the processes that are running at the time and the variables as-
sociated with them. The TaskService keeps track of the UserTask, that means, the tasks
that need to be carried out manually. FormServices, a non-obligatory service, is used to
define the start and task form in a process. IdentityService is the service that manages
the Users and Groups created. HistoryService keeps track of the history of the Activiti
Engine. ManagementService is many times not required when making an application, but
it relates to the metadata. DynamicBpmnService provides a way to change anything in a
process without having to redeploy it.[68]
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2.4.1.6 k2 Platform

K2 Platform [70] is a product from Nintex used to automate workflows. The K2 platform
can be divided into three components: Data provider, smartObject, Data Consumer.[69]
The first component, SmartObject, is a data integration/data management framework
that serves as a bridge between those who provide data to those who consume the data by
homogenizing and manipulating the data. K2 smartForms allows building user interfaces
by dragging and dropping components into User interface (UI) blocks. And the third one,
Data consumer, is the workflows, which allows to visualize business processes and allocate
roles, participants, and required activities. The workflows can be designed graphically, and
users can connect with custom applications using a javascript-based custom broker.[70] K2
also provides reporting and analytics tools to track tasks and variables. This platform can
not be embedded in an application but can be run on-premise or on the cloud. Since this
is a non-open-source solution, its pricing starts under 2000per month for 100 users.

2.4.2 Bonita BPM

This BPM is composed of two parts, the Bonita BPM Studio and the platform. The Studio
is a graphical environment for creating processes and Web application forms. The platform
is formed by the BPM engine and Bonita Portal, which provides visualization of tasks and
performs actions. The Bonita BPM [41] supports BPMN 2.0 as a modeling language and
allows users to import processes defined in BPMN 2.0, XPDL 1.0, and jBPM 3.2. Bonita
has Java as its primary programming language. The Bonita software has more than 80
connectors to integrate with other applications and services. A simple log and API are
available in order to access the Engine and infrastructure data. After the validation of
diagrams, the Bonita BPM can display suggestions to fix errors.

2.4.2.1 Zeebe

Unlike other Workflow Engines, Zeebe is a Workflow Engine for microservices orchestration
that provides high throughput, low latency, and horizontal scalability[71]. Zeebe uses a
client/server model where the server (broker) is a remote engine that runs as its program
on a Java Virtual Machine (JVM). The way that Zeebe transmits information to its clients
works like Apache Kafka, via a publish-subscribe system to expose workflows event streams
to clients. When creating topics, there is the possibility of configuring the replication
factor. The replication factor determines how many “hot standby” copies of a partition are
stored on other brokers. With this, if one goes down, there is always another possibility of
replacing it, providing fault tolerance and high availability, without an external database.
But like other Workflow engines, the workflows are designed using BPMN 2.0. Zeebe
is language-agnostic because it can have clients in every language that supports gRPC,
although it has out-of-the-box clients for Java and Go [71]. It is also available a way to
export information using Zeebes exporter. Exporters provide an entry point to process
every record that is written on a stream. With them, it is possible to persist data in an
external database or to a visualization tool[72]. However, exporters will only be loaded
when configured in the main Zeebe YAML configuration file. However, Zeebe covers fewer
BPMN symbols than the more mature workflow engines such as Camunda BPM [71].

The summary of the main points considered for this project are described in the table
below for each of the studied workflows.
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Airflow jBPM Kogito Camunda Activiti K2 platform Zeebe

Design of workflows (Python) BPMN2.0 BPMN2.0 BPMN2.0 BPMN2.0 Design
graphically

BPMN
2.0

Open Source Yes Yes Yes Yes Yes No Yes

Deployment Python
application

Standalone or
custom
application

Cloud
Hosted on cloud
Or as a Java
Spring application

Local Server,
Cluster or Cloud

Server
or Clould Docker

Communication
with other applications API (BETA) API API API API Javascript

broker Exporters API

Table 2.1: Workflow Engines comparison table

2.5 Final thoughts

In this chapter, research was made about the themes relevant for this work. We started to
explore solutions and initiatives about smart cities checking what solutions they implement
and what problems they aim to resolve. These applications of occurrence management
are included in a larger section of smart cities solutions in the means that they gather
information and provide them to the services providers in an attempt to make them more
efficient. Standards that could be relevant to the problem of standardizing the requests
and the data that comes associated with them were studied such as examples where such
standards are implemented to have a perspective of how this could be done in the work
that is proposed.

Some methods of occurrence management already used as a solution in some smart cities
initiatives were studied and their main characteristics analyzed since the scope of the
project requires some way for the citizens to report their occurrences. Even though building
a citizen-centered application to report occurrences is not the main goal of the project, it is
a relevant part of the system, so that the platform to be developed has input from another
point and with this gathers more information.

The concept of using workflow engines is already present in smart city initiatives for pur-
poses such as collecting data. They can be used to create and manage flows. These flows
can be triggered from established actions such as receiving an email. The objective is to
have a solution that can be used as an independent module for communication with other
applications and that is capable of making a connection to multiple data sources to collect
as much data as possible. This solution will be connected to a workflow engine to resolve
occurrences reports using an established flow and making it more efficient.

It is intended for the final solution for the back-end application to be as integrable as possi-
ble so that it can receive requests from third-party applications such as Ubiwhere’s Urban
Platform. Since the users of the system will not have, most of the time, any experience
with programming and other skills associated, it is proposed to have an application to
manage the system using a UI (User Interface) minimizing the need for trained personnel
to manage and run the application.

The solution chosen as the Workflow Engine to be used was the Camunda. The reason
to choose this engine rather than the other was that it fulfills all of the requirements, the
size of its community that remains very active and the support given though the engine
documentation and video tutorials that teach on how to use their tools at the beginner
level. Another valuable characteristic was the inclusion of other standards to create flows
to complement the use of BPMN2.0. The BPMN2.0 models that will be created must use
the specific tool designed for Camunda to integrate them into the engine, but this is not a
setback because many of the observed tools require the same.
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Chapter 3

Planning and Methodology

In this chapter, the methodology implemented throughout the internship is explained.
Here, the planning and deviations are shown are both presents as well as the tools used to
manage and orchestrate the work and communication between teams.

3.1 Process Management

During the duration of this internship, an Agile methodology was adopted, more specifically
the scrum framework. The agile methodology promotes continuous iteration of develop-
ment and testing during the development lifecycle of the project [74].

In this methodology, the development and testing activities are concurrent[74]. Unlike a
more traditional approach, Waterfall, where the development of the software flows from a
starting point and sequentially goes to a final point, in the Agile methodology exists an
incremental and iterative approach to the software design which allow teams to prioritize
the value of the product as well as having more feedback about the developed product.

Scrum, a framework from Agile, concentrates specifically on how to manage tasks within
a team-based development environment [74]. In the environment of this methodology,
it is normal to encounter small teams of 7 to 9 elements. This framework focuses on
the deliveries from the sprints which are periods that go from one week to two months.
Before each sprint, the team gathers to review the work done until that moment in time
and prioritize the subsequent requirements to implement. The Product Backlog, i.e, the
requirements, or in this case, the user stories, can be the target of change to add more
value to the product, once this is the team’s final goal.

At the beginning of the sprints, assignments are planned, as well as the results expected
for it. After the sprints, the results are discussed with every stakeholder involved to have
feedback about the work done and verify what went well and what needs to have more effort
put into it in a review meeting. This is possible for Scrum once in this methodology the
client has more involvement that provides valuable feedback to the development allowing
for him to give value to the product and its features.

In the specific case of this internship, were considered sprints of one week. To signalize the
beginning and ending of each sprint. Weekly the intern would gather with his advisor where
the adviser would behave as a client of the solution, representing Ubiwhere. In these weekly
meetings, the advisor would see the progress made in the previous week and define the
next steps for the forthcoming week as well as objectives that need to be met by the intern.
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Later, in the requirement gathering phase, the intern worked together with the client in
order to define the requirements and validate them according to the client’s view. When
problems regarding the requirements or in the development of the project would occur,
those were also discussed with the intern adviser that would give recommendations about
what to do and sometimes what kind of solutions would be possible to make. Sometimes
when the intern encountered a problem, he would find various solutions and would also
discuss with the advisor about what was the best solution for the use case in order to
maintain the client’s view of the project.

3.2 Tools

The use of project management tools is important when developing software in an organized
way. These tools are often used to provide communication and organization within teams
that allow for a better flow of work. During this internship, the following tools were
adopted to allow such behavior and attributes.

• Clockify - Is a free time-tracking software that is used by both interns and employees
of Ubiwhere, that allows to track the time spent on each task.

• GitLab - Is an open-source Git-repository manager. It is hosted in the company
headquarters and provides functionalities such as a version management system to
all artifacts generated, this can be source code, configuration files, and ordinary
documents and reports that are necessary for the normal operation of the company.
This software is very important for development once it allows to share code, keep
the multiple version of it, and merge new functionalities into the source code.

• Slack - is a messaging system mainly for enterprise teams. This software allows
better-organized communication by having chat rooms and direct messaging. In the
hosting company, it is where most of the communication is done.

• Docker - is an Open-Source tool that offers lightweight virtualization of the appli-
cation and all its dependencies. The main objective of this tool is to increase the
compatibility with the environments where the application will run, reducing the
link of the application and where it was made. Moreover, this tool also decreases the
application deployment time.

3.3 First Semester

The first semester was mainly for research and planning for the work to be done in the
second semester. The tasks involved in the semester where the following:

1. Concept Study

This task involved research in the themes addressed in the State of the Art Smart
cities, Open standards, Occurrence management, and Workflow Engines. Each of the
themes was made a study of the market to try to observe the different approaches
to similar problems. The standards available were studied to understand how com-
munication between applications and how the information is stored. In the case of
Workflow Engines to have a general idea of what was possible to do with them and
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the associated features available. The solutions studied were low-level, working in the
code perspective and others were very high level allowing for a complete abstraction
with the code involved to the features.

2. Requirements Specification

For this task, meetings were held with the intern and Ubiwhere’s advisor. The intern
gathered the requirements of the platform from those meetings and, in an afterward
meeting, were reviewed and discussed.

3. Architecture and Technologies

In this task, the requirements of the platform were taken into account in the process
of drawing an initial architecture.

4. Intermediate Internship Report

This task was made alongside all the other tasks with the help and feedback of both
the advisors.

3.4 Second Semester Planning

The main objective of the Second semester was the development of the proposed system
to satisfy the defined needs and requirements. The tasks involved in the second semester
where the following:

1. Training and testing of solutions

The intern studied several types of technologies in order to be prepared to initiate
the project. The first thing to do was assess whether the workflow engine would
meet every requirement or most of them and if so proceed with its implementation
and integration in docker. After this the intern gained some experience in the other
technologies that would be required to the project like the Django REST framework
and React.

2. Product Development

This task was the task that occupied most of the time of the intern, and, as predicted,
was divided into weekly sprints with defined objectives stated in the beginning of each
one. In the end of the sprint the work would be revised by the adviser that would
assess the nexts objectives.

3. Product Testing

At this internship the scrum framework was used so the product testing was done
alongside the product development, specifically the unit tests.

4. Final Internship Report

This task was made alongside with the previous ones, however with more effort into
it in the late phases of the project.
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3.5 Gantt Diagram

The Gantt diagram summarizes the planned work for this internship. This diagram
shows the planned tasks for the entire internship and its duration for the first and sec-
ond semesters. The tasks represented in the diagram are very high level once they were
programmed in the beginning of the project.

Figure 3.1: Representation of the planned tasks though a Gantt Diagram

3.6 Process Plan and Deviations

Even though the inicial Gantt diagram showed the high level tasks, that initial plan suf-
fered some changes and deviations due to circumstances that occurred during the product
development. All of the deviations and some delays that occured forced the internship
delay, in a major part the addition of new software to the system, that required new con-
figuration and more effort in the intern. Despite the delay of the internship the intern
did not have enough time to materialize the citizen application due to the integration of
the different systems implemented and the addition of new systems that were not initially
thought of having.

A second Gannt diagram that shows the real time duration of the tasks with more gran-
ularity can be seen in the figure 3.2. When compared to the initial Gantt diagram it is
possible to verify that the tasks took longer than expected as well as their integration,
where the lines of the graphics cross, also require a lot of time increasing the development
time.

Figure 3.2: Tasks duration represented though a Gantt Diagram
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3.7 Risk Management

In this section the factors that could lead to the success of the internship are enumerated
and analyzed.

The activity of Risk Management is important for developers and managers. This helps
the stakeholders to plan methods to overcome risks that can influence the outcome of the
project. The management of risks helps to control and mitigate them, but for that, it is
important to identify potential problems in the development of the product and establish
plans to mitigate them in case they happen. The management control is not a static
process that is done only once, it needs to be a continuous process where risks are identified,
analyzed, and evaluated the probability of it happens and, in cases where the probability
is high and the impact of the risk is also high, elaborate a mitigation plan to reduce the
consequences of such risks. One of the revisions was made after the first semester were the
risk number 5 was identified and added to the matrix.

To plan the risks, it is important to establish the criteria for the success of the internship
and how the risks are gonna be measured to identify what and how these could damage
the internship’s success.

3.7.1 Internship Success Criteria

The success of the internship is dependent on the defined criteria at the beginning of the
internship. The established criteria that were defined and were not subject to change were
the following:

• The requirements and the Architecture must be reviewed and approved by Ubiwhere.

• The requirements with the priority “must-have” must be successfully implemented.

• The delivered product must ensure the quality requirements that were specified.

• The internship must end within the planned time with all the previews goals achieved.

3.7.2 Impact Scale

The impact of a risk is measured by the damage that it can have on the project if not
appropriately dealt with. For this, a scale was used to best describe such impacts:

• Catastrophic - The success of the project could not be achieved.

• Critical - With significant cost or effort, the success criteria could be achieved.

• Significant - With some effort or cost, the success criteria will be achieved.

• Marginal - With minimal impact on the success criteria, the success criteria would
be achieved with no additional cost.

3.7.3 Probability Scale

The probability Scale indicates how likely it is for a risk to occur. For that the following
scale was used:
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• Very Likely - it is almost certain that the risk will occur.

• Likely - there is a high probability of the risk occurring.

• Not Very Likely - it is not probable that the risk will occur, but it is possible.

• Unlikely - it is assumed that the risk is nearly impossible to happen.
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3.7.4 Risk Management Analysis

In the following tables are expressed the risk identification and analysis. The risks are
categorized with the scales that were previously described.

ID R1

Condition The lack of experience of the intern in the technologies
and tools that are going to be used.

Consequence The development of the final product can take
more time than originally expected.

Impact Significant
Probability Very likely

Table 3.1: Risk Number 1: Lack of Experience

ID R2

Condition The situation of the pandemic that is currently lived affects
the intern’s productivity.

Consequence The development of the final product can take more time than
originally expected.

Impact Critical
Probability Not Very Likely

Table 3.2: Risk Number 2: Pandemic Situation

ID R3

Condition The scope of the project is not very clear in the proposal made by the
hosting company.

Consequence The requirements and Architecture of the final product suffer changes
that could increase the complexity of the internship.

Impact Critical
Probability Not Very Likely

Table 3.3: Risk Number 3: Scope of the project not clear
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ID R4

Condition The predicted tasks take more time than expected due
to the project complexity.

Consequence Cause a delay in the subsequent tasks that could affect the final delivery
Impact Critical
Probability Likely

Table 3.4: Risk Number 4: Predicted tasks take longer than expected

ID R5
Condition The project scope be too wide for the time to developed it
Consequence The threshold of success is not completed.
Impact Catastrophic
Probability Not very Likely

Table 3.5: Risk Number 5: Scope of the project too wide

3.7.4.1 Risk Exposure Matrix

The identified risks were labeled according to their impact on the project in case they
happen and the probability of them to happen. In the next figure, figure x, is shown in a
matrix where the two criteria are represented in the axes. To better understand the ratio
of the identified risks, they were identified in the matrix to give it more perspective and
to better understand their importance.

Figure 3.3: Risk Exposure Matrix

3.7.4.2 Mitigation Plans

Once the risks are detected, it is important to establish plans to mitigate those in the
“danger zone” (represented with the red color), since this means that those risks represent
a danger to the internship.

• R1

To mitigate this risk the intern will allocate sufficient time to get familiar with the
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necessary technologies before starting the project.

• R4

The intern must communicate these delays to the advisor for them to establish a
plan to minimize the impact of the delay and reorganize the requirements in case
there is a more valuable feature that the intern should focus on.

• R5

To mitigate this risk is necessary to reduce the scope of the project and probably
redefine some requirements and establish priorities between them.
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Chapter 4

Requirements

In this chapter, the requirements that were gathered for the development of the product are
presented. First, the functional requirements will be exposed and then the non-functional
requirements that the application must meet.

The desired system will consist of a set of three applications. One application for reporting
occurrences and providing feedback for the citizens, another to manage the occurrences,
the users and the teams that are going to be in charge of responding to the requests and
fix them and the last application that left mentioning would be an application to inform
the workers what occurrences to tackle and resolve.

Therefore three different types of users were identified: citizens, admin, and workers. Each
one of them will be presented with a set of requirements for the application that they
are going to use. This internship’s intended work is the management of occurrences with
the assistance of a workflow engine to automate the flows and certain tasks. This means
that the main part of the system is the admin and workers view, and the functionalities
associated with the management and resolve occurrences.

The application required by the workers will have a great deal of importance because it is
vital for the realization of the activities that only them can resolve. This application will
ensure that workers know what tasks are assigned to them most effectively and allow them
to be able to respond quicker to the occurrences. This application could also reduce the
costs of operation since it can reduce the number of travels of the workers or the number
of phone calls needed to inform them what task to do next.

Although it is important to show the platform’s value directly to the people and collect
feedback more effectively from the normal citizen, the citizens’ application is not considered
a must-have in this internship. The motive that this happens is because it is possible to
obtain information from other sources and therefore do not restrict the functionalities of
the system. In this case a dataset from the city of Bloomington, USA was used to provide
the application with ocurrences.

4.1 Terminology

User stories were the chosen methodology in order to describe the requirements of the
system that will be developed. Users Stories are a description of the functionalities expected
to have in the system from the perspective of an end-user. These stories are made using
small sentences that use non-technical language while this means the requirements will not
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specify most of the technical details, it is a representation that is easily understandable by
every stakeholder

The acceptance criteria of each User Story were written using Gherkin language, to stan-
dardize and make them more understandable. Acceptance criteria are the conditions that
a product must meet to be accepted by a user, customer or other system[89]. This lan-
guage is mostly used in software testing and its structure is gonna be exploited in the next
section. [73]

This language helps stakeholders communicate and create a better understanding of what
is expected from the system that is going to be built.

4.2 User Stories Structure

The requirements gathered for this project adopt the following structure:

US#ID

• Description: As a <role>, I want <feature> so that <reason>.

• Acceptance Criteria:

– Scenario: Some situation

∗ Given Some precondition
And Some other precondition

∗ When some action by the actor
And some other action
And yet another action

∗ Then Some testable outcome is achieved
And something else we can check happens too

• Dependencies: US#ID

• Priority: Must Have, Should have, Nice to Have
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4.3 User Stories

Before the definitions of the User Stories, is presented a table that summarizes the User
Stories providing their ID, definition and the level of priority, Table 4.1.

ID Description Priority
Citizen

1 As an unregistered user, I want to report an occurrence
so that city officials can resolve it. Nice to Have

2
As an unregistered user, I want to authenticate in the
application so that I can access features that
unauthenticated users cannot.

Nice to Have

3
As a registered user, I want to see the submitted reports
on a given radius from a given location so that I can see
the occurrences registered by other users in that area.

Nice to Have

4
As a registered user, I want to filter the reported
occurrences so that I can search more precisely for
occurrences.

Nice to Have

5
As a registered user, I want to view the information
associated with the occurrences and their current
state so that I can be informed about those occurrences.

Nice to Have

6 As a registered user, I want to submit a report so that
I can expose my problem. Nice to Have

7 As a registered user I want to logout from the application
so that my account is logged off in that session Nice to Have

Admin

8
As an admin, I want to add a new workflow so
that a new occurrence type can be automated
and described in the application.

Must Have

9 As an admin, I want to edit an existing workflow
so that the efficiency of the system will improve Must Have

12 As an admin, I want to create groups of workers
so that they would be represented in the application. Must Have

13 As an admin, I want to add new employees
to the platform so that they will be represented. Must Have

14

As an admin, I want to see the statistics about
the individual tasks of the workflows so that it is
possible to make conclusions from them and
see how they can be improved.

Must Have

18 As an admin, I Want to eliminate existing teams
so that it is possible to erase them from the platform. Should Have

10 As an admin, I want to add observations to the
submitted report so that it can be more easily understood. Should Have

15 As an admin, I want to see statistics about the
different teams so that it is possible to evaluate their work. Should Have

16
As an admin, I want to see the Users and the
tasks associated with them so that I can keep
track of what they are doing.

Should Have

17 As an admin, I Want to edit the existing teams
so that I can modify the teams. Should Have
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11

As an admin, I want to validate occurrences that
were automatically generated from third party
applications so that we ensure that all information
entered in the system is accurate

Nice to Have

Workers

19 As a worker, I want to see the occurrences that
can be attributed to me or my team. Must Have

20
As a worker, I want to select the occurrence that
I am going to resolve and remove it from the
list when it is resolved.

Must Have

21 As a worker, I want to change the current status
of the occurrence to inform the citizens and other entities. Must Have

22 As a worker, I want to ask for human resources to
resolve the occurrence to solve it better or faster. Must Have

23
As a worker, I want to receive notifications about
the new occurrence that I was appointed
to have that information.

Must Have

Table 4.1: User Stories Overview

4.3.1 As a Citizen

US#01

• Description: As an unregistered user, I want to report an occurrence so that city
officials can resolve it.

• Acceptance Criteria:

– Scenario: The user wants to report an occurrence.
∗ Given that am I am an unregistered user
∗ When I provide the location
And the occurrence typology according to a premade list
And description of the occurrence

∗ Then My report is sent.
– Scenario: The user does not provide the necessary information

∗ Given that am I am an unregistered user
∗ When I don’t provide the necessary information
∗ Then My report is not sent and error information appears on my screen

• Dependencies: None

• Priority:Nice to Have

US#02

• Description: As an unregistered user, I want to authenticate in the application so
that I can access features that unauthenticated users cannot.

• Acceptance Criteria:
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– Scenario: The user provides a valid set of credentials.

∗ Given that I am unauthenticated
∗ When I provide a valid set of username and password
∗ Then I am redirected to the main page of the application.

– Scenario: The user provides an invalid set of credentials.

∗ Given that I am unauthenticated
∗ When I provide an invalid set of username and password
∗ Then I should receive an error message.

• Dependencies: None

• Priority:Nice to Have

US#03

• Description: As a registered user, I want to see the submitted reports on a given
radius from a given location so that I can see the occurrences registered by other
users in that area.

• Acceptance Criteria:

– Scenario: The User wants to observe the submitted reports and shares their
location.

∗ Given that the user is logged in to the application
And is on the main page

∗ When the user gives a location
And checks what types of reports want to see

∗ Then the reports appear on the map depending on the user location.

– Scenario: The User wants to observe the submitted reports and does not share
their location.

∗ Given that the user is logged in to the application
And is on the main page
And does not give his location

∗ When checks what types of reports want to see
∗ Then the reports appear on the map by a default location.

• Dependencies: US#02

• Priority:Nice to Have

US#04

• Description: As a registered user, I want to filter the reported occurrences so that
I can search more precisely for occurrences.

• Acceptance Criteria:

– Scenario: The user wants to filter the occurrences by their name

∗ Given that the user insert the name of the pretended occurrence
∗ When the user is writing the name of the occurrence

40



Requirements

∗ Then the results will be automatically triaged.
– Scenario: The user wants to filter the occurrences by their category

∗ Given That the user checkboxes the types of occurrences that he wants to
see

∗ When he hits the search button
∗ Then the results will be triaged.

• Dependencies: US#02

• Priority:Nice to Have

US#05

• Description: As a registered user, I want to view the information associated with the
occurrences and their current state so that I can be informed about those occurrences.

• Acceptance Criteria:

– Scenario: The user wants to see the information about an occurrence
∗ Given that the user is logged in
∗ When it clicks on occurrences
And searched for occurrences

∗ Then a pop-up with the details of the occurrence appears.

• Dependencies: US#02,US#03

• Priority:Nice to Have

US#06

• Description: As a registered user, I want to submit a report so that I can expose
my problem.

• Acceptance Criteria:

– Scenario: The user wants to report an occurrence providing his personal in-
formation.

∗ Given that am I am a registered user
∗ When I provide the location
And the occurrence typology according to a premade list
And description of the occurrence

∗ Then My report is sent providing my personal information.
– Scenario: The user wants to report an occurrence without his information

∗ Given that am I am a registered user
∗ When I provide the location
And the occurrence typology according to a premade list
And description of the occurrence
And check a box to send my report anonymously

∗ Then My report is sent without my personal information

• Dependencies: US#02

41



Chapter 4

• Priority:Nice to Have

US#07

• Description: As a registered user I want to logout from the application so that my
account is logged off in that session

• Acceptance Criteria:

– Scenario: The user wants to log out from the application

∗ Given that has a session open
∗ When Clicks on the log out button
∗ Then the presentation page of the application is showed to the user

• Dependencies: US#02

• Priority:Nice to Have

4.3.2 As an admin

Some of the requirements such as the login and logout are similar between the different
applications and therefore only expressed once.

US#08

• Description:As an admin, I want to add a new workflow so that a new occurrence
type can be automated and described in the application.

• Acceptance Criteria:

– Scenario: The user wants to add a workflow to the system.

∗ Given that the user has the diagram described
∗ When describes the service type associated And insert in the application

the diagram variables
∗ Then a new workflow will be added to the system

• Dependencies: US#02

• Priority:Must Have

US#9

• Description:As an admin, I want to edit an existing workflow so that the efficiency
of the system will improve.

• Acceptance Criteria:

– Scenario: The admin wants to substitute the original diagram from another.

∗ Given that a diagram is already associated with a service type
∗ When The user replaces the preview diagram for the new one
∗ Then a new way to resolve the occurrence is implemented
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– Scenario: The admin wants to modify variables to the already deployed dia-
gram

∗ Given that a diagram is already associated with a service type
∗ When a user modifies the object he can add, delete or modify the variables

onto the system.
∗ Then other variables will be represented in the system.

• Dependencies: US#02

• Priority:Must Have

US#10

• Description:As an admin, I want to add observations to the submitted report so
that it can be more easily understood.

• Acceptance Criteria:

– Scenario: The user wants to provide additional information to the request.
∗ Given that a request already has been submitted
And some information is invalid or incorrect

∗ When the admin selects the edit option in the report
∗ Then the report becomes editable allowing the admin to change its infor-

mation.

• Dependencies: US#02

• Priority:should have

US#11

• Description: As an admin, I want to validate occurrences that were automatically
generated from third party applications so that we ensure that all information entered
in the system is accurate

• Acceptance Criteria:

– Scenario: The user wants to allow for some occurrences to be added to the
system.

∗ Given That the user is on the automatically generated page
And wants to add some occurrence

∗ When The user clicks on the add button present on the event
∗ Then The occurrence is represented in the platform.

• Dependencies: US#02

• Priority:Nice to Have

US#12

• Description: As an admin, I want to create groups of workers so that they would
be represented in the application.
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• Acceptance Criteria:

– Scenario: The user wants to create a groups of workers in the application

∗ Given the employees are registered in the system
∗ When the admin goes to the main page
And clicks on the new group button
And adds at least one worker to the group

∗ Then a group of workers is added

• Dependencies: US#02

• Priority:Must Have

US#13

• Description: As an admin, I want to add new employees to the platform so that he
will be represented.

• Acceptance Criteria:

– Scenario: The user wants to add a worker to the system

∗ Given the employee is not registered in the system
∗ When the admin goes to the add employee panel
And provides the employee information
And click on the add button

∗ Then the new employee is represented in the system
And an username and password is sent to the employee email.

• Dependencies: US#02

• Priority:Must Have

US#14

• Description: As an admin, I want to see the statistics about the individual tasks of
the workflows so that it is possible to take conclusions from them and see how they
can be improved.

• Acceptance Criteria:

– Scenario: The admin wants to see statistics about the different steps of a
workflow.

∗ Given that the admin selects the workflow witch plans to see information
∗ When selects the details menu
And clicks of a task

∗ Then statistics about the task will be shown.

• Dependencies: US#02

• Priority:Must Have

US#15
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• Description: As an admin, I want to see statistics about the different teams so that
it is possible to evaluate their work.

• Acceptance Criteria:

– Scenario: The admin wants to see statistics associated with current and past
work.

∗ Given That the user is on the page of management of the teams
∗ When The user explores the team details
∗ Then graphics about the team shows to the user

• Dependencies: US#02

• Priority:should Have

US#16

• Description: As an admin, I want to see the Users and the tasks associated with
them so that I can keep track of what they are doing.

• Acceptance Criteria:

– Scenario: The admin wants to see users and the tasks associated with them.

∗ Given That the user is on the main page
∗ When he clicks on the tasks section
And clicks in the task

∗ Then information about it including who handles it is shown.

• Dependencies: US#02

• Priority:should Have

US#17

• Description: As an admin, I want to edit the existing teams so that it can modify
the teams.

• Acceptance Criteria:

– Scenario: The admin wants to change the existing teams

∗ Given The user is on the teams’ page
And Goes to the detail page

∗ When It goes to the details section on the team
And goes to the edit team

∗ Then The admin can choose to delete or add team members.

• Dependencies: US#02

• Priority:should Have

US#18
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• Description: As an admin, I want to eliminate existing teams so that it is possible
to erase them from the platform.

• Acceptance Criteria:

– Scenario: The admin wants to delete an existing team

∗ Given The user is on the teams’ page
And Goes to the detail page

∗ When It goes to the details section on the team
And choose to delete the team

∗ Then the admin is asked if he is sure of his choice. If yes the team is
deleted from the system.

• Dependencies: US#02

• Priority:should Have

4.3.3 As a worker

US#19

• Description: As a worker, I want to see the occurrences that can be attributed to
me or my team.

• Acceptance Criteria:

– Scenario: The worker wants to see the occurrences left to be assigned

∗ Given The worker is logged in
∗ When the user selects the option to see what assignments are available
∗ Then A map with the assignments pinpointed is shown.

• Dependencies: US#02

• Priority:Must Have

US#20

• Description: As a worker, I want to select the occurrence that I am going to resolve
and remove it from the list when it is resolved.

• Acceptance Criteria:

– Scenario: The worker wants to select a task to claim

∗ Given The user is on the page to select the task
∗ When selects a task
∗ Then It can select it as its next job.

• Dependencies: US#02

• Priority:Must Have

US#21
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• Description:As a worker, I want to change the current status of the occurrence to
inform the citizens and other entities.

• Acceptance Criteria:

– Scenario: The worker wants to change the state of the occurrence.
∗ Given The worker has a task assigned to him
∗ When goes to the details of the task
And change its state

∗ Then the state of the task is changed.

• Dependencies: US#02

• Priority:Must Have

US#22

• Description:As a worker, I want to ask for human resources to resolve the occurrence
to solve it better or faster.

• Acceptance Criteria:

– Scenario: The worker needs the support of other teams to complete a task.
∗ Given The worker has a task assign to him
∗ When Goes to the details
And press the support button

∗ Then a new occurrence of support is created.

• Dependencies: US#02

• Priority:Must Have

US#23

• Description: As a worker, I want to receive notifications about the new occurrence
that I was appointed to have that information.

• Acceptance Criteria:

– Scenario: The worker needs to know what occurrence was appointed to him.
∗ Given the worker is using his device
∗ When a new assignment is appointed to him
∗ Then a notification will appear with the task assigned to him.

• Dependencies: US#02

• Priority:Must Have

In light of a deeper analysis of the requirements and some orientation from the internship
adviser that also is the client of the project, some requirements suffered some changes
regarding to what was firstly presented in the first semester. Despite this, these changes
were not very impactful in the final product and some of them only to correct ambiguous
language that was used that could cause problems of interpretation.
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4.4 Non-Functional Requirements

The Non-Functional Requirements ensure the quality of the system and define it. They
are important to establish limits and constraints in the system and provide value to the
product from knowing what are the system’s boundaries, providing insurance and room
for negotiation when trying to sell it. These requirements also describe the way that the
system is expected to behave, which is described in this section that results from the
qualities here enumerated.

• Usability - The system should be represented similarly in a variety of devices and
should be focused on the end-user experience so that every user that is used to
working with apps can easily understand the application’s functionalities.

• Performance - The system should store all the requests and allow them to have a
workflow in place to resolve each one of them.

• Maintainability - The developed product should follow good practices so that in
the future, it can be easily modified by the hosting company allowing it to grow and
add more functionalities.

• Security - The system should be capable of denying unauthorized access from users
that are not registered in the system, as well as verify the level of access of the users
to check if they have access to certain, more private, endpoints.

Scenario 1
Quality Attribute Usability
Source of stimulus Internet Browser
Stimulus User access the platform using a browser
Environmental Conditions Normal conditions
Artifacts Platform
Response The system can adapt its interface to fit the interface

Response Measurement The user can perceive the necessary aspects to interact with the application
understanding what the application is supposed to do

Table 4.2: Scenario 1 - Usability

Scenario 2
Quality Attribute Performance
Source of stimulus applications admin
Stimulus User create a new workflow
Environmental Conditions Normal conditions
Artifacts System

Response The system processes the order and responds to the user’s output giving a message verifying
that the workflow was added

Response Measurement The user should see a positive or negative response in no longer than 1 second.

Table 4.3: Scenario 2 - Performance
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Scenario 3
Quality Attribute Performance
Source of stimulus applications admin
Stimulus User adds multiple requests
Environmental Conditions Normal conditions
Artifacts System

Response The system will make pre-visualisation of the created objects and then if no error
were detected they can be added to the system.

Response Measurement The system should be able to process the request and give a response in no more
than 3 seconds for datasets with less than 100 requests.

Table 4.4: Scenario 3 - Performance

Scenario 4
Quality Attribute Maintainability
Source of stimulus Maintenance Developer
Stimulus a developer without any experience in the project wants to add a new feature.
Environmental Conditions Development Branches
Artifacts system
Response The system should maintain the normal operation, having a new feature integrated.
Response Measurement The feature should be developed, tested and integrated in the time that was established for it.

Table 4.5: Scenario 4 - Maintainability

Scenario 5
Quality Attribute Security
Source of stimulus Unregistered Users

Stimulus An unregistered user wants to access information that must only be visible to
registered users.

Environmental Conditions Normal conditions
Artifacts System

Response The user must get an error message saying that he does not meet the
requirements to make that request.

Response Measurement The system rejects the requests from these users, and can not access any
private data.

Table 4.6: Scenario 5 - Security

Scenario 6
Quality Attribute Security
Source of stimulus Registered citizen user without the necessary clearance.
Stimulus An user wants to access information that must only be visible to admin users.
Environmental Conditions Normal conditions
Artifacts System

Response The user must get an error message saying that he does not meet the requirements
to make that request.

Response Measurement The system rejects the requests from these users, and can not access any private data.

Table 4.7: Scenario 6 - Security

4.5 Restrictions

The only restriction here involved is the use of an open-source solution for the workflow
engine so that it can be modified and used at will. This is due to business reasons so
that Ubiwhere does not rely on other companies to upgrade or customize the solutions and
allows them to have more freedom in those aspects.
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Chapter 5

Architecture And Technology

The architecture of the software is important to represent the way the software is going to
be made and shows the different parts of the software that are going to be implemented
and the ones that already exist. This chapter explains the terminology used to describe
the architecture as well as design. For the architecture definition, the elicited requirements
and the established quality attributes will be taken into account.

5.1 Terminology

One of the objectives of describing a software architecture is for it to be easy to understand
among all the stakeholders, whether they are developers or not, but also provides valuable
content for the developers that are going to build the application. With that in mind, to
describe the proposed architecture the C4 model [75] is going to be used.

The C4 model purpose is to resolve the not standardized notation and separate the archi-
tecture into different levels of detail [75]. This model allows, in maximum, four diagrams
of depth.

5.2 Architecture

The platform that will be developed is expected to communicate with final users: citizens
that need to Report their issues and need information about the existing problems, Admin
users that are going to maintain the normal operation of the application, and city work
crews that need to know the location and the information about the next job. Although
the application needs to communicate with different end-users, it is also important that
the application can gather information from other sources such as other platforms where
the citizens can report their problems. In the first diagram of the C4 model, the context
diagram, these relationships are explained, and how it is intended for them to communicate,
showing an overview of the whole system.
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Figure 5.1: Context Diagram

There are two architectural approaches that can be used: The monolithic and the microser-
vices methodology. The monolithic solution is normally built as one single component that
is developed, tested, and deployed as a whole, while a microservices approach is split into
multiple different and independent components that interact with each other.

The older and traditional way to produce software is using monolithic architecture. These
systems bring advantages such as easier development, deployment, and testing, and fewer
problems in terms of integration and dependencies since they work as a whole. The down-
side of these types of architectures is that the components in them become tightly coupled
and entangled that influence management and scalability[110]. This downside leads to
prolonged development time and more extended downtimes of the product when making
changes or repairs.

Microservices are a way of breaking these Monolithic approaches into loosely coupled mod-
ules that communicate with each other through APIs[90]. This makes the system more
adaptable to changes and more fault-tolerant since if one component fails, it will not break
the whole system. Because of the decoupled services, developers can easily understand
the specific service’s function, reducing the time needed to make changes or implement
new features, on the other hand this significantly increases the complexity of the system
and the maintenance of the communication layer. Although the need for maintenance of
the communication layer, as long as that layer continues to remain unchanged the services
that depend on it will not suffer any changes. Testing and deploying the application is also
more challenging since more components need to be tested and deployed.

For this internship, a Microservices approach was chosen, where the different components
were divided in a logical way for them to work independently from each other. This choice
was made so that in the future if the hosting company wants to replace or add applications
that require communication with the application created in this internship it can do it
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easily once the different components of the system are decoupled from each other.

Figure 5.2: User Integration Architecture

In this figure, Figure 5.2, the communications between the users and their applications is
shown as well as eventual sources of information that communicate with the REST API
of the back-end application.

53



Chapter 5

Figure 5.3: Back end detailed proposed Architecture

Figure 5.4: Back end detailed final Architecture

in image 5.4, the Back End application detailed systems are represented as well as other
systems that interact with it like the workflow engine. The Prometheus and Grafana
applications that communicate with the workflow engine to represent the engine metrics
are also here represented. The proposed Architecture, image 5.3, just varies from the final
Architecture because of the added systems to monitor the workflow engine, the Prometheus,
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and the Grafana.

The added systems, Prometheus and Grafana, were necessary to implement the require-
ment expressed in the user stories number 14 and 15 due to limitations in the chosen
external system, the Camunda Workflow engine, that were only discovered after the devel-
opment process had started.

5.3 Technology

To determine what technologies to use in this project were considered some factors like
the restriction made by Ubiwhere that the software must be open source. In this case, the
product that was affected by the limitation more directly was the workflow engine.

For the web application, the chosen technology was reactJS. This choice was made
because it is a technology that is easy to learn and, thanks to the optimization of the
rendering methods, a high-speed technology. Another reason that had value for selecting
this technology was the fact that it has excellent support from its maintainers, Facebook,
and by its community. Besides that, it is a framework that Ubiwhere’s employees have
experience with, making it easier for the intern to learn and for them to maintain in the
future. Other technologies such as Angular were taken into consideration as well.

Figure 5.5: Number of npm downloads angular and react

As seen in the image above, the number of npm downloads per year in react tend to increase
faster then angular. Another reason that took part in this decision was the fact that react
has faster performance due to the virtual DOM that reduces the overload of the browser, it
has a HTML-like syntax which allows templating and highly detailed documentation and
is overall easier to learn than Angular [111]. Another big advantage of react is the support
from the hosting company once experienced users can assist with questions that the intern
may have in the development.

The hard part when looking for the right workflow engine was not the limitation imposed
by Ubiwhere that states that the workflow engine must be open source, but the fact that
there exist multiple open source workflow engines and which one of them have its pros and
cons that must be verified before choosing a solution. This work was partly expressed in the
chapter on workflow engines, where only the technologies that were considered relevant for
this work were analyzed. The final choice was to use the workflow engine Camunda, which
should fulfill all the expected requirements. The choice was made considering the surveys
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i.e, documents that compare multiple solutions in this case workflow engines, analyzed and
the official websites of the technologies.

The use of a plugin to obtain the metrics for the workflow engine involved the use of
two more technologies. These two technologies were a technology to monitor the work-
flow engine and another to visualize the gathered metrics. The chosen technologies were
Prometheus and Grafana, respectively. These two technologies were chosen by recom-
mendation of the plugin makers and, in the case of Grafana, the one that actually had some
support in the plugin page. In the case of Prometheus, the plugin makers recommended
its use although it is said that any monitor tool should work as well, but as this was the
recommended tool and therefore the intern decided to use them.

For the database, PostgreSQL was chosen to serve the services of the system. PostgreSQL
has an active community and high performance and it is a database engine that the intern
was already comfortable with. Since the intern already had some experience working with
this database engine and it was a supported solution for both the workflow engine and the
as well as the back-end application, it was decided to use it.

To develop the REST API and the associated back-end application, Django REST frame-
work was chosen. The choice of using Django REST framework was due to many variables.
To begin, Django makes use of a powerful Object-relational-mapping (ORM), which sim-
plifies dealing with the database. Without it, the developer would have to create tables
and queries that could become quite complex. Besides, Ubiwhere has professionals with
years of experience in the framework, allowing the intern to learn and develop among
side trained personnel. For developing the API, Django Rest Framework provides a Web
Browsable API and extensive documentation that can be useful to resolve upcoming issues.
To choose this technology there was a process of selection and other frameworks came into
question, and one big competitor was Flask. Flask is a micro framework that offers positive
features such as performance due to it being so lightweight. This is a good feature and
for it being more lightweight than Django REST framework makes a lot of sense using it
in a microservices architecture, but despite this, Django offers Django REST framework’s
browsable API, versioning support, and other features such as the admin page that was
used as an admin user page. These features make Django REST framework heavier, but
more useful for the final product and therefore the best choice for this project.
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Development

The project development was divided into three modules: The workflow engine, the back-
end application and the front-end application. The technologies used to develop these
modules were the Camunda Engine as the chosen workflow engine, django REST frame-
work, a python framework to develop REST frameworks, and React for the front-end
development.

The back-end application makes the bridge between the front-end application and the
workflow engine providing it with information from what tasks require human work and
the ones that do not. The ones that do are described as tasks that the worker can claim.
Once this task is claimed by a worker only an admin user can remove that task from that
user by disassociating it from the user that claimed it and making it claimable again. After
a worker claims the task, the task will appear in the complete task section of the front-end
application where the user can click and complete the task that he has committed to.

6.1 Workflow Engine

A workflow engine is a software application that helps organizations initiate and automate
tasks. It manages, monitors and determines the next task depending on the process defini-
tion. It can also be useful for organizations to streamline processes by allocating tasks and
communicating data to both employees and management. [102] As previously mentioned,
the chosen workflow engine was the Camunda Engine.

To deploy the workflow engine a image of Camunda was used that allowed it to have an
instance of the engine running. This instance allows the REST API to be accessible to
the users. On top of that, is also available a user that is automatically created with the
credentials demo for the username and password that can be used to access an interface.
Another user that is automatically created is the first admin user in the Django application.
Both of these users can access Camunda’s interface that allows for some interaction and
visualization of the processes while they are running, giving an admin view of the processes
that are running. Despite this, the users created in the Django application are not created
with the intention of directly interacting with Camunda’s interface, but rather to claim
and complete tasks via the front-end application.
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6.1.1 Process Definition

To define the processes in Camunda, it is required to use software made available by
Camunda’s team, Camunda Modeler. In the Camunda Modeler it is possible to describe
the processes using BPMN 2.0. A process is defined by a set of activities that represent
a task. These activities can be of many kinds, but for this project two were mainly used
and worked on that were the User Activity and the Service Activity. These two types of
activities alone can be responsible to describe very complex processes in as much as they
represent a broad number of actions. The User Activity describes an activity that requires
a user to resolve, in the context of the project, this would mean an intervention from a
worker and, in other hand, the Service Activity is an activity that describes an automatic
event that can be anything the user wants it to be. However, the use of automatic events
implies a javascript worker that is integrated with the activity through a topic that is
defined in the activity. Once the diagram is deployed, the javascript worker can subscribe
to the topic and wait for any activity. It is also possible to handle errors that occur in the
Service Activities in the javascript workers and associate tasks when these errors exist. It
is not possible to verify that an error has occurred in the applications developed by the
intern, but it is possible to see it in the workflow engine visual tool. This is not a problem
since if the error exists in the diagram it was an error that was expected to occur and
therefore the necessary precautions have already been taken place.

The process of creating these processes using BPMN 2.0 is not straightforward and implies
a know-how from the user that is performing this job. The major obstacle that involves
the creation of these diagrams in the service tasks once they require a custom javascript
script to be executed in order for them to work. A positive side of this is that since the
javascript script is man made sometimes specifically for that service task, the service task
can do anything that can be coded in javascript and for other tasks that are recurrent in a
service activity a list of pre-made set of javascript workers can be made and deployed and
the same topic applied several times. The output generated from the service tasks can also
differ from instance to instance once it is possible to have variables in the diagrams which
make it a positive feature.

To deploy the process created is possible to do it though the modeler application, but
for the sake of the project and for the model created to be recognized by the back-end
application, the deployment of the model must be done though the back-end application
or the REST API. After this the model is sended to the Workflow engine and it is possible
to create a new instance of this model that would represent a new occurrence.

6.1.2 Workflow Engine metrics

To access the metrics of the workflow engine, and since the REST API from the Camunda
Engine did not meet the requirements needed, a plug in for the camunda engine was used,
the Camunda Monitoring[93]. Camunda Monitoring is a plugin that provides the Camunda
BPM engine with configurable and script-based metric data. The data produced can be
consumed by numerous monitoring tools, but for this project the Prometheus time-series
database [94] was chosen. This plugin is very recent and for that it is only possible to get
certain default metrics. This plugin sends the gathered metrics to the Prometheus database
and then another tool, Grafana[95], comes to use. Grafana allows for the visualization of
the collected metrics by a series of graphs. In this case one graph is used for each of the
metrics. These graphs are only visible on the grafana dashboard, however it is one of the
things that can be talked about for future work to integrate on a platform that is not the
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Django admin.

6.2 Django Application

The Django application can be divided into two major sections. The Django admin ap-
plication was used to implement the admin user platform and the REST API to provide
information and access to other applications such as the workers’ application that was
created. In this case the REST API was used to obtain authorization and to collect infor-
mation about the occurrences.

6.2.1 Models

The models created to represent the occurrences and the types of occurrences were the
ones established by the open311 standard, Service Type, and Service Request. The Ser-
vice request object represents a request made by a user and the service type represents a
type of issue that can occur. Since the objective of the project is to integrate the appli-
cation with the workflow engine, it was necessary to add more fields to the standards to
achieve that goal. The models that support these integrations are VariableWithValue,
VariableBpmn, Attribute, Value, BpmnDescription. The model VariableBpmn
specifies what variables are present in the BPMN model and the model VariableWith-
Value specifies that variable with the value. This means that the VariableBpmn has a
relationship with the model BpmnDescription which has a relationship with Service-
Type. The Value also has a relationship with the object Attribute, this represents the
multiple values that the attribute can have, the attributes then also have a relationship
with the ServiceType. These attributes are required by the open311 standard and this
was the way chosen to implement the standard. The model VariableWithValue has
a connection with the ServiceRequest in case of it having necessary Variables. The
diagram with all of these relations can be seen in the next image.

Figure 6.1: Relationships between the models of the back end application

In this diagram it is also possible to see the permissions sections. The permissions that
are referenced in the diagram were not created by the intern but they were auto-generated
by the Django framework. However, these permissions are used to check if the user can
access the API endpoints. The users can have three security levels: normal user, Staff user
and Superuser. The normal user is equal to the Citizen user described in the requirements,
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Staff user is the Worker and Superuser the Admin. A full version of the diagram with all
Django automatically created models can be seen in the annexes, chapter 10.

6.2.1.1 Model Signals

To establish a unique implementation of the logic in order to facilitate the process of future
modifications of the code, Django signals were used. These signals were very useful in cases
where changes or creations of objects could be made through different channels, in this case
the possible channels are the API and the Django admin web page. Django signals allow
certain senders to notify a set of receivers that some action has taken place involving the
model that the signal is associated with. These actions can be in the form of creation or
changes in some object of that model. The signals were implemented only for the models
that required some form of modification or integration with the workflow engine such as
the Service Request, User and Service Type.

In order to represent the instance of the occurrence that runs on the workflow engine an ID
generated by the workflow engine is stored in the Django application. This ID is obtained
from the workflow engine when the instance of the model is created. When created a signal
is triggered that sends a request to the Camunda API which responds with the said ID.
This integration can be seen in the image below.

Figure 6.2: Diagram representing the process of obtaining the process id from Camunda

6.2.2 REST API

One of the major objectives of this project was the development of a REST API so that
it would be possible to integrate the application with other applications. An example of
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this objective is the developed frontend application that makes use of the REST API in
order to obtain a session for users and the information necessary so that the workers could
resolve the occurrences.

Some requests in the REST API do not make simple requests like ones seen previously in
the Model Signals to the workflow engine and require more requests to achieve the wanted
result. An example of this are the requests to claim and complete tasks that are available to
the workers via their frontend application. These tasks require a second ID to be obtained,
the activity ID, in order to be able to make actions on them.

The reason that it is not possible to keep the ID required for these tasks, instead of the one
that is kept, is because the ID required is only created when the instance passes through
a user activity. Since not all the processes are required to have a user activity, it would
be impossible to store that ID and still have access to the instance in the engine. The
reason that this approach is possible is that the instance is only in one activity at any
given time, since the same instance was on two activities at the same time other steps
would be necessary to make sure that the right activity ID is being retrieved. This process
can be viewed in the image below.

Figure 6.3: Diagram representing the process of obtaining the activity id using the process
id

6.2.2.1 Permissions And authentication

This API has implemented permissions to make sure that some endpoints were not acces-
sible just knowing the correct endpoint. These permissions ensure that the user that is
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making the request has the necessary credentials (citizen, worker or superuser) in order to
make the request that he is attempting to make. To verify the permissions it is necessary
for the user to provide a JWT in the request. JWT (JSON Web Tokens) provides a token
to guarantee the user can have access to the requests. This token expires within every
hour upon getting that forces the user to login again in the application to get another
valid code. The JWT token provides an easy way to make the authentication between
the two applications and once Django REST framework has packages that implement this
solution, the integration with the backend application was very smooth.

6.2.2.2 Swagger

To provide documentation for the API was created a swagger that provides the necessary
information about the endpoints so that the application can be integrated with others. By
having a swagger for the application is possible to learn several things about the API [115]
:

• What operations are supported by the API

• What are the API parameters and endpoints

• What each endpoint returns.

All of this information can be useful when integrating with a new application or for testing
purposes. The swagger generated by the backend application can be seen in the root page
of the Django application and it can also be downloaded to share with other developers that
do not have access to the swagger first hand. The swagger provides information about the
endpoints and what methods are available in those endpoints and the information required
to make requests. This was one requirement that was not functional, but necessary for
future upgrades in the Django application as well as integration with other applications
that can be made or that can be connected with the backend application.

6.2.3 Django Admin

In the django admin page it is possible to make several tasks such as creating processes,
add users, create groups and create requests. The django admin is used mainly to create
and change objects. To assist with this and to recreate scenarios or just to create multiple
requests at once because the admin user had the occurrences in a file it was implemented
an import and export package. This import and export package gives the user an option
that allows them to select a file and import that file with the object’s descriptions. This
functionality is also used to store the information locally once it is possible to export the
information out of the application.

6.3 Front End

Front-end applications can have many forms and shapes, but essentially a Front-end appli-
cation is a graphical interface that the user sees and interacts with. [103] As mentioned, it
can have several forms, but one of the most common, and the one that was implemented
in this project, was in the form of a website. To write a website three types of technologies
are usually used: Text Markup Language (HTML), Cascading Style Sheets (CSS) and
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JavaScript code. To simplify their development javascript frameworks are used that make
this process much easier. In the case of this project the chosen framework was React.
React was first created by Jordan Walke on Facebook. React first deployed on Facebook’s
newsfeed in 2011 and on Instagram.com in 2012 [104]. There are many upsides of us-
ing react, some of them being without a doubt the use of reusable UI components that
contribute to an easier way to maintain the project by simplifying the process required
to make changes in the UI, and the possibility to create large web applications that can
change data, without reloading the page.

6.3.1 Mock-ups

The front-end application created in this internship made use of the previously mentioned
features with the objective of making the best use of the chosen framework. The created
application went through a process of making and verifying the design out of the system
requirements, in this case the user stories. This process deeply impacted the final result
that was obtained since it would be an application that would be used by users that do
not have any knowledge of how the system actually works. This result can be seen in the
following images in the form of mocks-ups.

Figure 6.4: Worker application login page mock-up
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Figure 6.5: Worker application dashboard mock-up

Figure 6.6: Worker application occurrence description and possible actions mock-up

Many of the designs and features present in the mock-ups were present in the final product,
sometimes with some differences from the initial. These differences are more impactful in
the design than the features, although some did end up with some differences as well.
Some of these differences were to obtain gain from the application by changing some
functionalities and others were to obtain a better visual experience for the end users.

6.3.2 Application Overview

To make the operations that the users will perform, the user must be logged on which can
only be done if he has the permissions to do so. To ensure this, the application is composed
of two pages, the login page and the dashboard page. The login page requires a user to
input his username and password and, once the user presses the button “log in”, a request
is made to the back-end application to ensure that the user exists in the system and has the
permissions required to access the application. If the information is verified, a JWT token
is sent to the front-end application, which ensures the authentication for the remaining
requests that are possible to make in the dashboard page.

The information displayed for the user in the dashboard is fetched from the back-end
application created by the intern. This information is obtained from the backend through
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requests that require authentication since the information and the possible actions that
the user can do are sensitive and is necessary to have extra security. This security is
implemented throughout all of the application using the JWT Token.

The relevant information in the front-end application is present in the map, the table and
the side bar. The map has pinned down every occurrence registered in the system where it
can be claimable or not. The ones that can be claimable are pinned down in a green tone
pin and the ones that can not are pinned down with a red tone pinned. This information
can help the workers get to place where they need to be or provide more information about
the occurrence in hands.

To claim and complete tasks the user must click in the tasks present in the two lists present
in the side bar. In the list with the name "tasks" are represented all of the tasks that can
be claimed by the user, and in the list with the name "Claimed tasks" are the tasks that the
user already claimed and can mark as complete. Each one of these functionalities require
communication between the workflow engine and the workflow engine and this application
works as a trigger for this communication.

Another information that in gathered from the backend application is the notifications for
each specific user. These notification can either be custom made from the admin user in
the admin application or automatics each time a user claims or completes a task.

6.4 Environment

In order to start the process of development it is necessary to build the environment
required for the tools that are going to be used. In architectures like the ones seen in this
project (microservices), it is often a challenge to achieve integration between the multiple
components that compose the final system [96] especially when third-party applications are
in the mix. To install the components of the application directly on the system would be a
task prone to failure once it would be required to change the system where the application
was developed on, making it hard to reproduce in another environment.

6.4.1 Virtualization

One way to overcome this situation is through the usage of virtualization technologies.
Virtualization is the process of running a virtual instance of a computer system in a layer
abstracted from the actual hardware [98]. In terms of virtualization, there are two major
approaches: a Virtual Machine and a container.

Both of the approaches allow for running applications in an isolated system although a
container is not a fully independent machine [98]. In a virtual machine, it is possible to
install all of the services and dependencies required and maintain them once it is offered
in an isolated environment where it is possible to do so. However, a virtual machine can
become very resource-intensive since it not only runs a copy of the operating system but a
virtual copy of the hardware that the operating system needs to run. On the other hand,
in a container the hardware is not virtualized, just the OS is. [97]

A tool that is being used more and more in the software community as well as in the
company, is docker. Docker is an open-source tool that is used to build, run and deploy
Linux containers. Instead of replicating all of the operating system, the application within
containers share both binaries and libraries [99] making them more lightweight. These
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differences can be seen in the following image.

Figure 6.7: Docker vs Virtual machines

Since it is the most advantageous option and opens a window to improve the system by
adding other tools such as Kubernetes to provide high availability, all of the services in
this project will run in docker containers. Some of these containers are provided with a
specification, a Dockerfile, and others use an image that is already ready to use. The ones
that do not require this specification are systems where it wasn’t necessary to touch the
source code, like the camunda or the postgres instance, and therefore all of the necessary
changes and tweaks could be made making resources to config files. The ones where
the source code was elaborated by the intern, like the backend application and frontend
application, a Dockerfile is required. A Dockerfile is a text document that contains all
the commands a user could call on the command line to assemble an image [100]. in the
following image is possible to see the Dockerfile of the Django application, image 6.8.
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Figure 6.8: Django application dockerfile

As is possible to see in the image 6.8, the process begins by getting a base image with
the Alpine Linux OS, with Python 3 and NodeJS installed. The usage of an image with
python and nodejs is due to the backend being developed in Django, i.e Python, and
the integration of the BPMN models activities be though javascript clients that require
NodeJS. Since it is the Django application that calls the NodeJS clients it is necessary
to have an image of node in here for them to work. In the following lines, the necessary
packages are installed. In this case we have the Camunda external task client that is used
by the workers. nodemailer, that was also used in the javascript client, was also installed.
After that, the rest of the requirements are installed and the source code is copied.

The other Dockerfile present in this system is for the react application that can be seen in
the following image, image 6.9.
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Figure 6.9: React application dockerfile

In this Dockerfile the process is the same except for the use of a nginx server to provide
more efficiently to the application. This is due to the react application only using static
content and thus is more efficient to use a faster server suchs as nginx.

6.4.2 Deployment

To deploy these Dockerfiles and some other containers docker compose was used. Compose
is a tool for defining and running multi-container Docker applications.[101] The docker-
compose file uses YAML, a human-readable data-serialization language, to describe the
configuration of the system services and, with this, reducing the effort required to run
docker images. In the image 6.10, it is possible to see an example of how a service is
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declared in this file, in this case the example is the Django application.

Figure 6.10: Django application service in docker-compose file

Here it is possible to see what commands are used to run the application, what are the
application dependencies, i.e. other services that need to be running before this one, the
volumes used by it and the ports that are going to be used. Volumes are the preferred
mechanism for persisting data generated by and used by Docker containers and are com-
pletely managed by docker[112]. A more simplistic use of the docker-compose file is when
it is not necessary to use commands to run commands which implies that a pre-made image
of the service is going to be used. An example of these is the Camunda workflow engine
service, image 6.11.

Figure 6.11: Camunda workflow engine service in docker-compose file

In this service it is possible to see that commands are not used but rather volumes that
contain configuration files. This configuration files are used to extract metrics from the
Camunda engine to Prometheus and as is possible to verify an environment variable is also
set for this service to run.
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The final system is composed of six containers that include the front-end application,
the back-end application, the Camunda workflow engine, Grafana, Prometheus and also
a Postgres database all described in the docker-compose file to allow for a more concise
deployment.
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Testing

Software Testing is a method to check whether the actual software product matches ex-
pected requirements and to ensure that software product is defect free [105]. This process
can be either automated or manual depending on the type of product and rather it is
pertinent depending on the deadlines since many of the tools to automate tests have high
learning curves. With any of these methods, properly tested software ensures reliability
and security which further results in time saving, cost effectiveness and customer satis-
faction. Due to the increasing complexity of newly made applications, especially the ones
settled in microservices, testing is even more important in software development so that
end users do not encounter failure when using the final product.

A big portion of the tests, especially the Unit tests, is meant to verify the developed REST
API that ensures the communication between other systems, in this case the front end
application, and in the future other applications that can be developed making resource
to it. The reason this is the most tested part of the system is because it represents a big
part of the architecture that was chosen.

With the objective of isolating the system while testing it in order to prevent that third
parties application, such as the workflow engine, could negatively affect the tests and also
to prevent the necessity of later undoing the test case, mock-requests were used to simulate
the integration while testing.

7.1 Unit Testing

Unit testing has the objective of isolating small portions of the system and verify that their
functionalities are what is expected of them. Is considered a small portion of the system
small enough parts of the system that can work isolated from the rest of the system. To
verify this a set of predefined inputs and outputs are made following the logic of each
component and then the results are crossovered with the ones predefined to assess if the
system is working properly.

In this project, the intern composed a series of tests that describes the behavior of the
created system, in this case these types of tests were mainly applied to the back-end
application made in django. The goal of writing these tests was to assess during the
development if the application maintained its normal functionality when changes were
made.

Mock requests were used to eliminate the dependence of the application with the workflow
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engine in testing. The mock requests allow the developers to make sure that their applica-
tion is independent from third party software when testing their application but without
changing the code in the application every time. An example of this can be seen in the
image below, image 7.1, where a mock request is applied in a test case.

Figure 7.1: Mock request exemplification in test case

Once the request is made, using the requests.get function anywhere within the function,
the request is redirected to the mocked_requests_get, where a predictable response is sent
to the request, making it more predictable to the developer once there is no contact with
third party applications.

The scenarios tested as the development of the system are listed in the Annexes. The goal
of the scenarios is to verify if the access of the resources is only given to the users that
have the right to do so according to application requirements. The resources tested were
a combination of:

• Credentials

– Without credentials

– with wrong credentials

– with right credentials

• Resources

– Occurrence

– Claim Occurrence

– Notification

– Service type

The actions that are applied to the resources vary from each other depending on the type
of resource, but the possibilities are: create, list, retrieve. None of the actions to any of the
Resources is deleting, since it was not a requirement of the system due to its pertinence.
The test coverage is 88% of the back-end application. The coverage percentage should not
be taken as an absolute figure in terms of how well the system is tested, since it only tells
us the percentage of code that is run during the tests, which is not a guarantee of the
quality of those tests. However, it still indicates, in this case, that a large percentage of
the produced code is tested.

Every change implemented in the project had to comply with the tests to make sure that
the requirements were met. When applying new features to the application, these tests
also make sure it did not negatively impact the work previously done.
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7.2 Functional Testing

Functional tests are used to confirm that functionalities of a system are behaving as ex-
pected [106]. These kinds of tests can be automated, but due to the complexity of modern
application because of screen sizes and the general complex UIs, is often not doable in
useful time due to the learning curve of tools to do it. this is what ended up happening
in the internship, and it would not be possible to include them in the useful time of this
internship. These tests validate the software to see if it matches the requirements by giving
appropriate input and verify if it matches the acceptance criteria.

To perform functional tests a step-by-step plan with the following steps should be followed
[114]:

• Understand the functional requirements

• Identify what is the input required for that test

• Have an expected output of the given input

• Execute the test case

• Verify if the output matches the expected output

If all of these steps are successful, it is possible to say that the test passes, otherwise the
test fails and that functionality should be once again sent to the developers team to be
reviewed.

The functional testing done in this internship was validated by the acceptance criteria in
the user stories that matched the requirement and then tested to see if the requirement was
developed as intended. For each of the scenarios, after the preconditions were satisfied, the
intended actions were performed following what was described in each one. The results
of the tests can be seen in the annexes. Most of the requirements that were assigned
with the priority of Must have were accomplished with the exception of two involving the
statistics. These requirements were not met due to restrictions in the workflow engine that
only later, with deeper knowledge of the system, were discovered. The following list shows
the information regarding the requirements, their priority and if they were implemented
or not.

User story Priority implemented
Citizens

US#1 Nice to Have No
US#2 Nice to Have Yes
US#3 Nice to Have No
US#4 Nice to Have No
US#5 Nice to Have No
US#6 Nice to Have No
US#7 Nice to Have No

Admin
US#8 Must Have Yes
US#9 Must Have Yes
US#10 Should Have Yes
US#11 Nice to Have No
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US#12 Must Have Yes
US#13 Must Have Yes
US#14 Must Have No
US#15 Should Have No
US#16 Should Have Yes
US#17 Should Have Yes
US#18 Should Have Yes

Worker
US#19 Must Have Yes
US#20 Must Have Yes
US#21 Must Have Yes
US#22 Must Have Yes
US#23 Must Have Yes

Table 7.2: Implemented requirements

These results suggest that the system has most of the functionalities expected to have. As
mentioned before, all of these must-have requirements have been successfully implemented
except the ones that require metrics that ended-up with a version of what was expected
to be that later can be improved depending on the plugin updates.

74



Chapter 8

Final Product

In this chapter, the product developed during this internship is going to be presented. The
interfaces shown here are the final interface of the developed system. Here is going to be
shown the process that came out of the software development process during the time of
the internship. Most of the design and decisions were made in line with what was planned
in the first half of the internship, as others involved some decision-making and making
the most of the application for the end-user. To verify the normal function of the project
and assess the system a dataset of open 311 requests was used. This dataset from the
city of Bloomington, USA had to be changed to be used in the project since some data,
like the user information, was not available. Other changes that were made to the dataset
were because of the integration with the workflow engine and the need of associating an
instance of the engine process with each occurrence. After this, the intern created a BPMN
model with two automatic tasks and one user task that requires a user to conclude the task
to verify the frontend application’s correct behavior. This dataset allowed to verify the
normal function of the system and produce evidence of what the system could accomplish
and produce an output to show the final product.

The frontend application is composed of two pages that are accessible to the users described
as Workers. The first page is a simple login page composed of an username field and
a password field and a button that when clicked sends the information to the backend
application. Once the information is verified, the backend application sends a JWT token
to maintain a session for that user.
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Figure 8.1: Log in page of the front end application

Once the user successfully logs in into the application, he is redirected to the Dashboard
where the information present in the backend application is shown. Every task that exists
in the system can be searched in the table with the title “Tasks” and the users can claim
only the ones that are in the sidebar with the name “Tasks”. There is also present in this
application a map pinpointing every occurrence. The green dots in the map mark the
occurrences that can be claimed by workers and the red ones the ones that can not be
claimed.

Figure 8.2: Dashboard of the front end application

When the user wants to claim a task, he selects a task in the left slider and a pop-up opens
with information about the task and two buttons.
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Figure 8.3: Details of the selected occurrence and possible actions

After claiming the task, the task will move to the assigned task making the application
look like the following image.

Figure 8.4: Dashboard of the front end application with tasks claimed

These actions generate notifications for the other users to inform and to create a log of
claimed and completed tasks. For the user to read the notification, the user must pass in
the notification bell and a section will appear where the user can select the notification.

Figure 8.5: Notifications in the dashboard of the front end application

These notifications will not appear automatically when it is created because it was not a
requirement of the system, however, when the user reloads the page it shows up.
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Another major component of the system is the django admin application. This application
allows for admin users to create and edit objects and interact with the workflow engine
invisibly through signals that were previously discussed. This makes crucial integration
with the workflow engine making it possible for these two components to communicate with
each other. Since the integration is made through signals if later is decided to integrate
a new application for admins through the REST API this would make the process of
integration easier. Other useful functionalities present in this application are the import
and export functionality that allows the user to import several objects to the application
and export them in various formats.

Figure 8.6: Django admin main page

Figure 8.7: Occurrences represented in the Django admin

Another crucial part is the application to create the BPMN models used for the workflow
engine, the Camunda modeler. Although not developed by the intern, without this appli-
cation it would not be possible to describe the process required to handle the occurrences
and the Camunda workflow engine does not work with any other BPMN modeler because
of its proprietary activities, the steps of the model, which include a lot of information to
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the engine, including the topics that allow to perform any kind of task and so brings value
to the solution.

Figure 8.8: Creation of a model in the Camunda modeler

Although not a direct part of the system, a visual tool is also available for the workflow
engine that helps debug and visualize the tasks in the workflow engine. This was very
helpful in the developing process to make a double check of the requests made from the
backend application.

Figure 8.9: BPMN model represented in the workflow engine with several instances

This system has one component that was not initially thought of having or at least not in
the way that it was implemented, the statistical part. The statistical part of the system
that was initially thought to be easily integrated with the backend application making use
of the REST API of the engine was an idea that after a deeper review to the situation it was
noticed that it would not be possible to do in the way that was initially thought of doing.
Since this would not be possible to make, but the engine met every other requirement, it
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began the search for other solutions. The best solution found was a newly made plug in
that met the requirement and had the potential of improving the application in the future.
This plugin used Prometheus and Grafana to show some metrics from the workflow engine.

Figure 8.10: Grafana dashboard with multiple metrics

The metrics collect do not have granularity within each type of occurrence instead the
collected metrics are of the aggregation of each type present in the workflow engine. The
plugin also provides good integration with the workflow engine and later, after upgrades
to the plugin, be redesigned to meet the requirement as it should. Other parts that made
the use of the plugin even more logic was it could make the integration and deployment
through Docker, which can later be scalable along with the application.
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Conclusion & Future Work

This chapter presents the conclusions taken by the intern during the internship about the
process and the developed product. It is also mentioned some of the future work that can
be done to improve the system that was created later in the future, and the new features
that can be implemented.

9.1 Work done

Considering the success criteria defined for this internship, it can be considered that the
internship was a success. Most of the requirements defined as must-have have been imple-
mented successfully with the exception of the requirements involving the statistics from
the workflow engine. These requirements were not implemented in the way that it was
initially predicted to be, however, a solution to implement them partially has been done.
This solution involved the use of more tools that the intern was not experienced with, and
therefore increased the complexity of the project overall. Despite this, the integration with
the workflow engine was a success and there is a lot of potential future work to do with
the exploration of all of its features.

Unfortunately it was not possible to explore all of the features and all of the characteristics
especially in the Camunda modeler which is a tool that can have a tremendous impact
in the efficiency of the BPMN models due to the learning curve and complexity of the
application. Unfortunately there was not enough time to develop the frontend application
for users in the internship due to encountered setbacks and the complexity of the tools
that were used. This was already foreseeable in the first semester and was agreed with the
hosting company that the requirements regarding this part of the project would be stated
as nice to have as the initial plan was probably too ambitious like mentioned in the Risk
represented in the table 3.5 in the in chapter 3 of Planning&Methodologies .

It was necessary to use several technologies for both backend, frontend and even for infras-
tructure that the intern did not feel comfortable with, which increased the complexity of
the internship. Integrating these different components was also not a simple assignment
since the intern did not have experience with the tool used as infrastructure for this project.
At the testing level, the intern also made a set of tests that can cover a large part of the
backend application, and to verify the frontend application were used functional tests that
verified its correct functioning.

The non-functional requirements affected the final product and in how it was developed.
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The usability requirement was fulfilled by making sure that users could use the application
in different screen sizes. This was tested by increasing and decreasing the application page
and certified that the use of the application was not harder. The requirement of perfor-
mance was verified in two specific scenarios that were more sensitive to the application
that were the insertion of BPMN files, table 4.3, and multiple occurrences to the system,
table 4.4, which were also tested in the functionality tests. In terms of maintainability
the requirement was more abstract to the final users since it is a requirement focused on
the process of development and future developers, but good practices such as standards of
RESTful architectures, standards to represent the models (Open311) and documentation
for the REST API were followed to verify that this would be satisfied. The security that the
system must provide which ensure that users without credentials or without the clearance
could not access some endpoints, like GET /notification/ and POST /bpmn_description/
once they require admin clearance, was accomplished by the use of JWT.

The final product is a proof of concept of what can be achieved with the integration of
these technologies. This internship can provide valuable information for future products
as well as a base to implement a product similar to the one presented.

9.2 Challenges

While developing the system the intern faced some challenges since many of the technologies
used were not known by the intern before the internship. The decisions made throughout
the internship were made always thinking of what could bring more value to the project
and also in the future work that was possible to do. These challenges caused the intern to
delay the internship due to the increase of complexity.

One challenge that probably impacted the project the most was the research made to the
workflow engine. The intern had some difficulties deciding to what degree of granularity
should he stop the research of the engine and the adjacent software such as the camunda
modeler and the javascript workers and focus on the integration of the systems since the
observed potential was tremendous and not so trivial.

The challenges present with the chosen technologies were due to the intern inexperience
with them and the learning curve associated with them. Another big challenge posed was
the way that the metrics were collected from the workflow engine since the first objective
had little to none similarities with what was developed. To overpose this situation the
intern had to resort to a new tool with little documentation that forced the intern to
spend more time in the learning process to implement it as well as new technologies, the
Prometheus and the Grafana that the intern never had used as well. Another challenge
related to the technologies used was the poor documentation of the tools like is the case
of the Camunda modeler and the Plugin for the metrics. Although many of the tools are
used by a lot of users and have great communities and documentation, the documentation
required to integrate the different pieces of the system was many times too specific for the
use case which forced the intern to spend more time to set up the environment necessary
for all of them to work as a whole.

9.3 Future Work

The work done in this internship was what was expected to be. All of the must-have
requirements have been completed or partly complete, and the application has the potential
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to grow thanks to the REST API and the fact that it is ready to be deployed in docker.

The application is ready for other systems to be added into it, in specific the Citizen ap-
plication that was previously mentioned in the document and was considered not essential
to this internship due to being possible to obtain occurrences from other sources, but in
the future can be an application to implement and integrate into the system as a new
application or even in the workers application that was created creating new pages that
were accessible depending on the user permissions. Other future work that can be foreseen
is the integration of the application in Kubernetes. This would make it possible to deploy
multiple instances of the system and coordinate them. The system can also suffer a visual
upgrade in the front-end application made for workers since the application was intended
to work as proof of concept and the visual aspect of it was not with the most importance.

9.4 Lessons Learned

Plenty of lessons were learned in this internship, but one of the biggest lessons learned
was that it is impossible to control every single aspect of the development moreover when
working with third parties applications. However that preview statement is a reality, it
is always possible to minimize it by studying and planning what is going to be made
and sometimes addressing someone with more experience that has passed for many of the
mistakes that inevitably will be made. More important than this is the capability to resolve
these problems and address these issues.

Thankfully, the team at Ubiwhere helped to overcome these situations providing help to
make decisions and provide a healthy environment for the intern to make mistakes and
learn from them, and in the end assist when necessary. This internship forced the intern
to learn new skills and granted him with experience on software development never before
achieved prior to this internship. In order to keep up with the internship expectations
the intern had to improve his capabilities in software development. All of this had a huge
impact in the intern experience in multiple technologies that are among the most popular
in the market, which improved the intern’s skill set, enriching his future in the area.
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Annexes

10.1 Development

Figure 10.1: Detailed relationships between the models of the back end application94
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10.2 Tests

10.2.1 Unit Testing

ID UN01
Title request to create Service type object with-

out credentials
Expected Output An error response is shown
Pass/fail Pass

ID UN02
Title request to create Service type object with

the wrong credentials
Expected Output An error response is shown
Pass/fail Pass

ID UN03
Title request to create Service type object with

the right credentials
Expected Output a new service type is created
Pass/fail Pass

ID UN05
Title request to list Service type object with

wrong credentials
Expected Output An error response is shown
Pass/fail Pass

ID UN06
Title request to list Service type object with

right credentials
Expected Output A list with service types is shown
Pass/fail Pass

ID UN07
Title request to create a variable BPMN object

variable without credentials
Expected Output An error response is shown
Pass/fail Pass

ID UN08
Title request to create a variable BPMN variable

object with wrong credentials
Expected Output An error response is shown
Pass/fail Pass
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ID UN04
Title request to list Service type object without

credentials
Expected Output An error response is shown
Pass/fail Pass

ID UN09
Title request to create a variable BPMN object

with the right credentials
Expected Output A variable BPMN object is created
Pass/fail Pass

ID UN10
Title request to create a new BPMN description

object without credentials
Expected Output An error response is shown
Pass/fail Pass

ID UN11
Title request to create a new BPMN description

object with the wrong credentials
Expected Output An error response is shown
Pass/fail Pass

ID UN12
Title request to create a new BPMN description

object with the wrong credentials
Expected Output An error response is shown
Pass/fail Pass

ID UN13
Title request to create a new BPMN description

object with the right credentials
Expected Output A new BPMN description object is created
Pass/fail Pass

ID UN14
Title request to list all of the occurrences
Expected Output An error response is shown
Pass/fail Pass

ID UN15
Title request to get all of the assigned tasks to

one user without credentials
Expected Output An error response is shown
Pass/fail Pass
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ID UN16
Title request to get all of the assigned tasks to

one user with wrong credentials
Expected Output An error response is shown
Pass/fail Pass

ID UN17
Title request to get all of the assigned tasks to

one user with the right credentials
Expected Output A list of occurrences that is assigned to the

user is sended
Pass/fail Pass

ID UN18
Title request to claim an occurrence without cre-

dentials
Expected Output Is shown an error response
Pass/fail Pass

ID UN19
Title request to get all of the assigned tasks to

one user without credentials
Expected Output Is shown an error response
Pass/fail Pass

ID UN20
Title request to get all of the assigned tasks to

one user with the wrong credentials
Expected Output Is shown an error response
Pass/fail Pass

ID UN21
Title request to get all of the assigned tasks to

one user with the right credentials
Expected Output Is returned a list of occurrences that are

assigned to a user
Pass/fail Pass

ID UN22
Title request to complete a task without creden-

tials
Expected Output Is shown an error response
Pass/fail Pass
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ID UN23
Title request to complete a task with the wrong

credentials
Expected Output Is shown an error response
Pass/fail Pass

ID UN24
Title request to complete a task with the right

credentials
Expected Output An occurrence is complete
Pass/fail Pass

ID UN25
Title request to get all notifications to a certain

user without credentials
Expected Output Is shown an error response
Pass/fail Pass

ID UN26
Title request to get all notifications to a certain

user with the wrong credentials
Expected Output Is shown an error response
Pass/fail Pass

ID UN27
Title request to get all notifications to a certain

user with the right credentials
Expected Output Get notifications associated with one user
Pass/fail Pass

10.2.2 Functional Testing

ID FNT01
User Story ID US#2
User Story As an unregistered user, I want to authen-

ticate in the application so that I can ac-
cess features that unauthenticated users
cannot.

User Story Priority Nice to Have
Scenario The user provides a valid set of credentials
Pass/Fail PASS
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ID FNT02
User Story ID US#8
User Story As an admin, I want to add a new workflow

so that a new occurrence type can be au-
tomated and described in the application.

User Story Priority Nice to Have
Scenario The user provides an invalid set of creden-

tials.
Pass/Fail PASS

ID FNT03
User Story ID US#8
User Story As an admin, I want to add a new workflow

so that a new occurrence type can be au-
tomated and described in the application.

User Story Priority Must Have
Scenario The user wants to add a workflow to the

system
Pass/Fail PASS

ID FNT04
User Story ID US#9
User Story As an admin, I want to edit an existing

workflow so that will improve the efficiency
of the system

User Story Priority Must Have
Scenario The admin wants to substitute the original

diagram from another
Pass/Fail Pass

ID FNT05
User Story ID US#9
User Story As an admin, I want to edit an existing

workflow so that will improve the efficiency
of the system

User Story Priority Must Have
Scenario The admin wants to modify variables to

the already deployed diagram
Pass/Fail Pass

99



Chapter 10

ID FNT06
User Story ID US#10
User Story As an admin, I want to add observations

to the submitted report so that it can be
more easily understood.

User Story Priority Should Have
Scenario The user wants to provide additional infor-

mation to the request
Pass/Fail Pass

ID FNT07
User Story ID US#12
User Story As an admin, I want to create groups of

workers so that they would be represented
in the application.

User Story Priority Must Have
Scenario The user wants to create a group of workers

in the application
Pass/Fail Pass

ID FNT08
User Story ID US#13
User Story As an admin, I want to add new employees

to the platform so that they will be repre-
sented.

User Story Priority Must Have
Scenario The user wants to add a worker to the sys-

tem
Pass/Fail Pass

ID FNT09
User Story ID US#14
User Story As an admin, I want to see the statistics

about the individual tasks of the workflows
so that it is possible to make conclusions
from them and see how they can be im-
proved.

User Story Priority Must Have
Scenario The admin wants to see statistics about

the different steps of a workflow.
Pass/Fail Fail
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ID FNT10
User Story ID US#15
User Story As an admin, I want to see statistics about

the different teams so that it is possible to
evaluate their work.

User Story Priority Should Have
Scenario The admin wants to see statistics associ-

ated with current and past work.
Pass/Fail Fail

ID FNT11
User Story ID US#16
User Story As an admin, I want to see the Users and

the tasks associated with them so that I
can keep track of what they are doing.

User Story Priority should have
Scenario The admin wants to see users and the tasks

associated with them.
Pass/Fail Pass

ID FNT12
User Story ID US#17
User Story As an admin, I Want to edit the existing

teams so that I can modify the teams.
User Story Priority should have
Scenario The admin wants to change the existing

teams
Pass/Fail Pass

ID FNT13
User Story ID US#18
User Story As an admin, I Want to eliminate existing

teams so that it is possible to erase them
from the platform.

User Story Priority Should have
Scenario The admin wants to delete an existing

team
Pass/Fail pass
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ID FNT14
User Story ID US#19
User Story As a worker, I want to see the occurrences

that are attributed to me or my team.
User Story Priority Must have
Scenario The worker wants to see the occurrences

left to be assigned
Pass/Fail Pass

ID FNT15
User Story ID US#20
User Story As a worker, I want to select the occurrence

that I am going to resolve and remove it
from the list when it is resolved.

User Story Priority Must have
Scenario The worker wants to select a task to exe-

cute
Pass/Fail Pass

ID FNT16
User Story ID US#21
User Story As a worker, I want to change the current

status of the occurrence to inform the cit-
izens and other entities.

User Story Priority Must have
Scenario The worker wants to change the state of

the occurrence.
Pass/Fail Pass

ID FNT17
User Story ID US#22
User Story As a worker, I want to ask for Human re-

sources to resolve the occurrence to solve
it better or faster.

User Story Priority Must have
Scenario The worker needs the support of other

teams to complete a task
Pass/Fail Pass

ID FNT18
User Story ID US#23
User Story As a worker, I want to receive notifications

about the new occurrence that I was ap-
pointed to have that information.

User Story Priority Must have
Scenario The worker needs to know what occurrence

was appointed to him.
Pass/Fail Pass
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